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Abstract

In recent neuroscientific literature, task representation has received a lot of attention. A major
open question is how the architecture of clusters of neurons relates to the cognitive processes
they execute and to the neurons’ functional specialization. Artificial neural networks are a
powerful, widely employed tool to model and therefore comprehend the activity of these neural
clusters. By training artificial networks to perform the same tasks of biological ones and looking
at their structure and dynamics, significant insight can be gained into task representation
by biological brains. This thesis focuses specifically on recurrent neural networks (RNNs),
characterized by connections between layers which are shared over time and trained with the
backpropagation-through-time method. The RNN at hand is trained to perform a simple
cognitive task (“Go”), and the resulting response is analyzed both by examining the input
and output signals, as well as the network parameters, and through the lens of a dynamical
systems approach.
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Chapter 1

Introduction

The understanding of how neural activity is related to behavior is a key, highly challenging
endeavour of modern-day brain studies. Clusters of neurons first encode incoming sensory
stimuli in terms of electrical activity. They later transform this information into perceptual
decision or motor action by weighing evidence for choice alternatives, thus implementing com-
putations that generate behavior (Wang 2002). To reach a simple, mechanistic grasp of such
processes is therefore a central research goal in neuroscience.

A powerful way to address this problem is to rely on simplified, computational models
of neural networks to provide a testing ground for theoretical hypotheses on cognitive task
performance. Moreover, mathematical, physical and information theory techniques can be
employed to examine artificial brain-like networks and elucidate the underlying neural mech-
anisms (Mastrogiuseppe et al. 2018, Yang et al. 2019).

One promising approach in this direction is to analyze “vanilla” recurrent neural networks
(RNNs) that have been optimized to perform the same tasks as behaving animals by means of
the backpropagation-through-time (BPTT) training algorithm (Yang et al. 2020, Song et al.
2016, Werbos 1990). Among artificial neural network architectures, only RNNs can adequately
represent time, as they are provided with a dynamic memory. Including this feature in neural
models is particularly important as time is inextricably bounded with many behaviors (such as
natural language understanding) which unfold as sequential actions (Elman 1990, LeCun et al.
2015). In the context of handling large data sets, e.g. long time series, the effectiveness of the
machine learning paradigm resides in not needing to explicitly instruct the networks on how
to infer predictions from the given input. Employing automatic learning algorithms though
results in a significant drawback: as RNNs are intrinsically constructed as “black boxes”, the
exact nature of how neural computation mechanisms are implemented is not easily recognizable
(Sussillo et al. 2013).

The opening of the aforementioned “black boxes” is aided by multiple analysis techniques,
among which is viewing the RNN as a nonlinear dynamical system. Specifically, the equation
describing network dynamics can be obtained and studied both with computational and clas-
sical mathematical tools (Sussillo et al. 2013, Golub et al. 2018). Moreover, an RNN trained
to perform several tasks can also be examined from the point of view of task representation,
that is the way the network encodes the cognitive processes which transform the sensory input
signal into a motor output signal. It was hypothesized (Yang et al. 2019) that such repre-
sentations strongly depend on the motion and spatial distribution of high-dimensional neural
activity vectors, visualized in an appropriate state space as a dynamical landscape.
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The aim of this thesis is to simulate the dynamics of an RNN trained to perform a simple
cognitive task (indicated as “Go”) and to investigate the claim made by Yang et al.

In Chapter 2, a more detailed overview of the role played in neuroscientific studies by artifi-
cial, and specifically recurrent, neural networks is presented along with a general mathematical
description of RNN structure. A thorough presentation of the backpropagation training algo-
rithm is included, both for its classical version and for the BPTT variant.

Chapter 3 instead illustrates the architecture of the specific RNN which is the object of
the thesis. The input and output signal encoding is also described, along with Go and other
related tasks.

The results of the computational implementation of RNN dynamics, are presented in Chap-
ter 4. The obtained output is compared to the input and to the expected “target” output signal.
This Chapter also reports the connectivity parameter matrix resulting from training, as well
as a qualitative description of neural activity.

Lastly, task representation and activity dynamics are investigated through dynamical sys-
tems analysis techniques in Chapter 5. In this context, the notion of task vector and the
compositionality property are also presented.



Chapter 2

General use of RNNs

2.1 ANNs and RNNs in neuroscientific research

From the early 2010s on, there has been a significant rise in interest regarding machine learning
methods, such as artificial neural networks (ANNs) and deep learning, paralleled by an explo-
sive development of techniques and applications. A major field in which artificial intelligence
finds application and sources of inspiration is neuroscience, with a continuous flow of ideas
between the two disciplines, and cross-validation of key hypotheses about cognitive processes.
Nowadays machine learning algorithms are indeed one of the main computational tools to
study brain circuits and other similar biological systems: according to Yang and Wang 2020
they can be successfully employed in the analysis of neuroscientific data, providing efficient
tracking and processing of behavioural and neurophysiological patterns.

However, while applying generic artificial intelligence methods in the analysis of neurosci-
entific problems can offer relevant interpretations of existing biological processes, it often fails
to provide simplified models of such processes, that can be easily modified and adapted to
different real-life situations (i.e. by the introduction of appropriate physical or mathematical
constraints) without the need to conduct experiments in vivo.

the employment of ANNs specifically designed to repro-
duce neural circuit structures, as in Figure 2.1. Biological
justification and adherence to available data is not the pri-
mary concern when developing these networks, which are
rather aimed at offering a wide range of fresh, diverse ap-
proaches to meet new challenges in this rapidly evolving
field of study.

The required modelling capacity is instead allowed by Output units (g 0
W,

]

Hidden units H2

.. . . Hidden units H1
As living organisms learn from and adapt to their sur-

roundings with a series of trial-and-error steps, so must ar-
tificial brains behave with the aid of “deep learning” meth-
ods. This term specifically refers to a class of representation Input units
learning methods, which allow a machine to be fed with
raw data and to automatically discover the representations
nee.ded‘ for (,%etecti(?n or classiﬁ(':ation (LeCun et al. 2015?. work, from LeCun et al. 2015, Hid-
Using “deep”, multilayered architectures enables the acqui- 4. Jayers interact exclusively with
sition of functions which can be very complex, thanks to ,ther internal nodes and not with
the fact that each layer implements a different, higher level the outside. FEach connection is
of abstraction with respect to the original data. Moreover, characterized by the weight w;;.

Figure 2.1: Example of a simple 3-
layer (or 2-hidden-layer) neural net-
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the functions themselves are learned directly from the input-output mapping, as no explicit
instruction is given to the machine. In fact, this procedure only relies on a general-purpose sort
of training algorithm, typically backpropagation which will be addressed in depth in Section
2.2.

Historically the backpropagation technique was first employed to train a specific type of
ANNSs, the recurrent neural networks, or RNNs. The key feature of these models is that they
process information in time by feeding hidden unit patterns back to themselves (Figure 2.2).
One of the first thorough descriptions of this kind of networks in the literature is found in Elman
1990, where RNNs are presented as an efficient answer to the problem of time representation in
connectionist brain models. As time clearly emerged as a fundamental aspect of cognition, the
article proposed to weave it into network-like neural models by the use of recurrent links. The
latter endow the networks with dynamic properties that are responsive to temporal sequences,
i.e., with a dynamic memory. Each unit of the network can be interpreted as the firing rate
of a single neuron or the spatial average of a group of similarly tuned neurons.

(a) (b)

OUTPUT UNITS
HIDDEN UNITS

( INPUT UNITS ) [ CONTEXT UNITS )

Figure 2.2: (a) Historical example of an Elman RNN structure showing recurrent connections between
hidden layers, adapted from Elman 1990. (b) An RNN receives an input stream (temporal series), which
encodes task-relevant sensory information or internal rules, and converts it to output, which instead
indicates a decision in the form of an abstract decision variable, probability distribution, or direct
motor signal (Song et al. 2016).

The starting point of Elman’s discussion is the endeavour to avoid a spatial representa-
tion of time in the pattern vector of the dynamical system, which could be provided with
an additional, explicit variable denoting the serial order of the pattern itself. An implicit,
internal representation is instead to be preferred, as networks built in this way are capable of
incorporating task processing with a dependence from memorized prior internal states. This
is achieved precisely with recurrent connections that link hidden units to their own previous
output, stored in “context” units (as in Figure 2.2a).

From a mathematical viewpoint, RNNs can be described in terms of their n-dimensional
neural activity vector.

re = f(c)) = f(Wrim1 + W, + brec) (2.1)

This equation, where an appropriate time discretization is employed, shows that r; is
affected by the activity of the preceding time step r;_;. The latter can be though of as input
coming from the context units of the network, which are linked to the hidden units through
a recurrent n X n connection matrix W7 and keep in memory the activity at the preceding
time step. As in Figure 2.2a, input u; also acts on the units of the hidden layer through the
weights contained in W®. Furthermore, f is the activation function of the model neurons,
the argument c; of which represents the cell state, analogous to membrane potential or input
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current (Yang and Wang 2020). Such curve is usually nonlinear and typically takes the form of
a Rectified Linear Unit (ReLU, f(x)=maz(x,0)), a hyperbolic tangent (tanh) or variants of
these two. Lastly, b, is the bias or background input term, that introduces an n-dimensional
shift degree of freedom to the learning algorithm (Yang et al. 2019).

The output of the network is instead
z; = g(W°"'r; + bour) (2.2)

This equation introduces a third connection matrix W% and an additional activation function
g, which strongly depends on the expected output. A typical choice is the sigmoid logistic
function g(z)= H% that returns values between 0 and 1 and is therefore suitable for a digital
readout. This term is also provided with a bias bg;.

2.2 RNN learning method: backpropagation through time

In order to efficiently predict the desired output, ANNs must learn from data itself the param-
eters of the network, commonly denoted collectively as a vector 6. In the case of Equations 2.1
and 2.2 these are the entries of the three connection matrices as well as the biases. The stan-
dard way to do this is by implementing a supervised learning protocol such as the Stochastic
Gradient Descent (SGD), paired with the employment of the backpropagation technique, an
effective and exact method for calculating all the derivatives of a single target quantity (in
this case, the pattern classification error) with respect to a large set of parameters (Werbos
1990).

2.2.1 The classic backpropagation algorithm

The most basic example of a multi-layer ANN is the multi-layer perceptron (MLP), a feedfor-
ward system that doesn’t involve processing information in time (Figure 2.3).

The following equations describe a generic N-layer MLP

O I'(l) =u

O r ' rgy = f(WOre ) +bg), 1<i<N

(O (s z=g(W™Nry_1) + by))

Q - * where the same symbols as Equations 2.1 and 2.2 are used

O and the time variable is substituted with the layer counter
1. WO is then the connection matrix between the (I—1)-

th and the [-th layer (Yang and Wang 2020). To this the
Figure 2.3: Example of an MLP classic version of the backpropagation algorithm is typically
from Yang et al. 2020. applied, the understanding of which is crucial to compre-
hend how recurrent neural networks are trained.

The first step is to compute the loss (or cost) function of the network. This is defined as the
sum of distances d (in whichever metric of the output vector space is most convenient) between
the obtained and desired outputs, with respect to the training data examples. Because it is
usually very expensive to evaluate the entire training set, a minibatch B (a small, randomly
created subset with M items) is used for the summation instead.

L(0) = 523" d(ai(0), 7 (23)
i€B
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To calculate such a function, a multilayered network needs to be “run in a forward pass” (Yang
and Wang 2020), that is the output has to be computed with the existing parameters. These are
typically initialized at random and are possibly subjected to appropriate, context-dependent
mathematical constraints.

The random weights are then updated to minimize the (non-negative) “error” L: the gra-
dient of the loss function g—g is therefore estimated. Because it represents the direction in
parameter space in which a small (approximately infinitesimal) parameter change leads to
the maximum increase in L itself, the algorithm slightly shifts the vector 8 in the opposite
direction

oL

where 17 < 1 is the learning rate.

A key phase of the SGD is then to efficiently compute this gradient, which means com-
puting as many partial derivatives of the loss function as the dimension of 8, equal to the
combined number of weights of the connection matrices plus the entries of the bias vector.
For multilayered ANNs this can be achieved through the backpropagation method, which starts
by calculating the derivatives of L with respect to the output layer. This task is a relatively
simple one, as the vector z; is already known thanks to the forward pass.

Moving to the generic I-th layer, a calculation procedure can be derived

L _ gyt 9k (2.5)
or ora 1)

where [WUHD]T is the transpose of the connection matrix between the I-th and the (I141)-
th layer. It is therefore possible to recursively compute each gradient, starting from g—g and
moving backwards across the network. Equation 2.5 is valid under the simplifying assumption
that all activation functions f(z) = g(z) = = are linear: otherwise, an analogous equation
including the partial derivatives of f should be computed at each iteration. For the bias term,

an similar equation can be derived.

Once the a?—Ll are known, it is finally possible to determine the derivatives with respect to
the weights by applying the chain rule.

oL oL 1
= 2.6
oW (+1) ar(lﬂ) ro ( )

After the appropriate update of the weights, the loss function is diminished. The entire
algorithm is run multiple times until a (relative) minimum of L is reached. At this point the
network is considered trained: it is possible to evaluate its performance in different tasks and
to study its dynamical response to any input signal.

2.2.2 Backpropagation through time (BPTT)

With respect to RNNs, the backpropagation algorithm can still be applied, with a significant
modification that takes into account the dependency of their dynamics on previous states.
Indeed, computing the gradient for an RNN involves propagating information backwards in
time, as it can be “unrolled” and viewed as an MLP where each layer actually corresponds to
a different time step (Figure 2.4).

In the forward pass phase, the loss function is calculated from the outputs at the last time
point t;,¢ and a linear activation function is again assumed for simplicity.
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( \ To estimate the gradients at time ¢ with re-
k J k J spect to the entries of W%, that are comprised
~— in @, the chain rule is applied on time steps,

Tt

resulting in the backpropagating equation

Li+1
Figure 2.4: Example of an RNN unrolled in oL bast 51,
. . _ T
time as a feedforward system with each layer out § ry (2.7)
. . ow 8Zt
corresponding to the network state at one time t=1

step. Figure from Yang and Wang 2020, where

X; is the input and ¢; is the cell state. Considering now the recurrent connection ma-

trix W7 an iterative computation similar to
that of Equation 2.5 can be implemented (Yang and Wang 2020)

oL

7 rec\T oL rec)2 oL
8rt

W] e = VP = (2.8)

from which the derivative % is estimated as in Equation 2.7. It must however be taken
into account that the hidden state at time step t+1 is dependent on the hidden state at time
step t, a second temporal summation is required within the first (Werbos 1990). 83,Lm is also
then estimated in the same way.

Backpropagation through time is a very powerful tool, but not devoid of criticalities. Specif-
ically, particular care should be employed when dealing with large matrix products (as in
subsequent steps of the Equation 2.8), as they can either explode or vanish if the involved
eigenvalues are respectively big or very small. Modern techniques that tend to preserve the
norm of the backpropagated gradients (Yang and Wang 2020) can be exploited to alleviate
these problems.



Chapter 3

Network architecture and tasks

3.1 Architecture of the RNN

This thesis studies a trained, given RNN which replicates the ones employed in Yang et al. 2019.
Before time discretization, the activity vector r follows the continuous dynamical equation

d .
rd—z: =—r+ f(W™r + W"™a + by + /2702, &) (3.1)

where the number of hidden units, corresponding
to the dimension of r, is N"¢“=256. The input layer,
modelled by the vector u, is instead comprised of
N =85 units.

In the equation above, 7=100ms is the neuronal
time constant, slightly longer than the typical 20ms
of real nerve cells. This choice was originally made
to mimic the slower synaptic dynamics on the ba-
sis of N-methyl-D-aspartate (NMDA) receptors, cru-
cial for activity-dependent synaptic plasticity, which
in turn underpins many higher functions including
learning and memory (Wang 2002, Furukawa et al.
2005).

Regarding the utilized symbols, the neuronal non-
linearity is a re-parameterized standard softplus ac-
tivation function

f(x) =log(1+€%) (3.2)
the non negativity and non-saturation properties of
which are crucial to effectively mimic the correspond-
ing biological system. The vector £ contains N"¢¢ in-
dependent Gaussian white noise processes with zero
mean and unit variance, while o,.. = 0.05 is the
strength of the noise. As for the N°“ = 33 output
units, they read out nonlinearly from the network

Figure 3.1: Graph representing the de-
scribed RNN. Recurrent connections are

z = g(W°"r 4 boyy) (3.3) shown in grey.

where g(7) = 7 é_x is the logistic function, bounding output activities between 0 and 1. No

constraint on the sign or the structure of the weight matrices is imposed.

8
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After using a first-order Euler approximation with a time-discretization step At = 20ms,
Equation 3.1 becomes

ry = (1 —a)rpg + af (Wr_1 + Wy + bree + /207102, N(0,1)) (3.4)

where a= % =0.2 and IN(0, 1) stands for the standard normal distribution.

3.2 The input and output signals

This RNN architecture is a toy mathematical model of complex neural processes, the input
signal of which represents the combination of sensory stimuli and task-dependent cues. The
latter are internal rules that instruct the hidden decision layer, composing the “heart” of the
network, to perform 20 different cognitive tasks, some of which will be described in more
detail in the following paragraphs. The output indicates the decision resulting from recurrent
computations in the form of a motor signal, e.g. an eye saccade’.

For each task the network learns, it receives four types of input signals: fixation, two stimuli

and rule
u= (ufi:lra Wmodl; Umod2, urule) + Unoise (35)
supplied with random Gaussian noise W,jse = %J?n N(0,1), with ¢;,=0.01.
Fixation input _— Recurrent units
M
360° _Stimulus mod 1 ~ —
A AN A =
0° _ =
:Stimulus mod 2
Fixation output
J Response
Rule inputs
20 -
1 ’
0
0 Time (ms) Tie0

Figure 3.2: Example of a fully connected, 256-recurrent units RNN (middle, 1% of connections shown,
with the softplus activation function depicted above) from Yang et al. 2019. The activities of input,
recurrent and output neurons are shown for a 1s trial time series. The fixation is depicted as a
continuous line, with activity on the vertical axis, while the time-discretized 32-dim ring units are cells
the colour of which becomes darker as the correspondent activity increases.

The 1-dimensional fixation input indicates whether the network state should be fixed (u f;, =
1) or it should respond (u iz =0). Indeed, the decrease in this input provides a “go signal” to
the RNN (Yang et al. 2019). The stimulus input consists instead in two modalities u,,,q1 and
Upoq2, €ach represented by a “ring” of units that encodes a one-dimensional angular variable.
The rings contain 32 units ¢ each, whose preferred directions 6; are uniformly spaced from 0
to 2w, and whose neural activities u; are calculated as

ui(1) = 0.8y e_%wp“;/gilf (3.6)

!Saccades are a class of eye movements that involve a rapid shift of gaze generated to a location of in-
terest and allow individuals to explore the visual environment (from Pierce, Clementz, and McDowell 2019).
Correspondingly, the RNN at hand orients the direction of the 32-unit output ring to mimic eye orientation.
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for a stimulus presented at direction v with strength ~.

It can be observed that this

E:z : i=1i;1 NN Equation is in the form of a (non-
£ 0l i=2,...30 normalized) Gaussian distribution
5 7 with standard deviation o = g,

0.2 - which amounts to twice the differ-

O 1 T T T ' ence between subsequent 6;. Fig-
3n/2 7n/4 15n/16 0 n/16 n/4 n/2

ure 3.3 highlights that the shape
of the u; distributions mimics that
Figure 3.3: Gaussian shape of the functions u;(1). The hor- of the receptive field®, where each
izontal axis presents an angular variable, so the coordinates 0 unit responds in an allowed direc-
and 27 are equivalent. tion which can differ slightly from
the given 1.

Y

Lastly, a 20-dimensional rule input one-hot vector u,.,;. encodes which one of the available
tasks the network is supposed to perform in each trial. The unit corresponding to the current
task is activated at 1, while the others remain at 0, making all different rule unit activation
patterns orthogonal to one another. Each of the N =85 input neurons is thus accounted for.

A similar description is valid for the N°“ =33 output units as well, as the network projects
a fixation output unit zz;, (the value of which should be 1 before and 0 after the response) and
a 32-unit output ring z,;,4 that encodes the response directions using similar tuning curves to
the ones of W91 and uy,,.g2 (Yang et al. 2019).

The time trials corresponding to each task can be divided Dly Go
into four periods, that is segments of sequential time steps —
with constant input signals (except for the noise), as in Figure T e
3.4. At the beginning, throughout the context epoch, uy;, = 3
1 as no response is required, there is no stimulus input and Context  Memory
the rule input provides the network with information about SEEe e
task context, remaining subsequently activated for the entire
trial. This last feature changes as the stimulus period starts
and one or both of u,,eq1 and w,,eq2 is activated. Thirdly, in
the memory period the stimuli cease (the input is therefore
identical to that of the context) and the RNN prepares for the
response or go epoch, during which wuy;, =0 and the output
signal is generated.

Output

o

. 2
As depicted in Figure 3.4, when uy;, is on the fixation Time (s)

output also has a high activity (zy;; =0.8), which subsequently Figure 3.4: Trial periods in a
decreases to the target zp;; = 0.05 in the response period. sample “Delayed Go” task from
In fact, during this epoch the network needs to report the yang et al. 2019. 65 of the input
response direction z,;,4 through activities of the output ring: units (above, without the rule)
with respect to the target response direction 1, the expected and the 33 output units (below)

output for unit ¢ can be calculated as in Equation 3.6 are piled vertically.
1 ( l$—0;] )2
Zi()=08¢e 2\ 7/ ) 4+0.05 (3.7)

2The receptive field is a region encompassing receptors that feed into sensory neurons, within which stimuli
can influence the electrical activity of sensory cells. It provides a description of the location at which a stimulus
must be presented in order to elicit a response from a sensory cell (from “Encyclopedia Britannica”).
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where the additive term 40.05 is the target output activity when no response is required. A
trial is considered correct only if fixation is correctly maintained over 0.5 and response is in
the correct direction (within 36° of ).

According to Driscoll et al. 2022, during each task period with unique inputs the network
could be treated as a separate, autonomous dynamical system with a distinct set of fixed
points. This type of analysis will be addressed in Chapter 5.

3.3 The Go task

The given RNN is trained to perform the Go task as presented in Yang et al. 2019, which can
be grouped within a “Go task family” characterized by a single stimulus randomly shown in
either modality 1 or 2, and a target response in the direction of the given input. Separate tasks
within this group differ in the stimulus onset and offset times: in Go (Figure 3.5) it appears
before the fixation cue goes off and remains stationary throughout the whole task, while in
Dly Go (Figure 3.2) it appears briefly and is followed by a delay (memory) period.

The Go task can therefore be instructed TRAIN

as “saccade to the direction of the stimulus 0 1.2
after the fixation cue goes off”, while for 20 et I
Dly Go the network is required to remem- £ 4 0.8
ber the direction of the stimulus through- 2 0.62
out the memory epoch, then saccade. An- % o0 048
other noteworthy task family is “Anti”, in- = % 0.2
cluding the Anti and Dly Anti tasks. These 100 r— _—1o
are the same as their Go-family counter- '0 20 40 60 80 100 120 140 160 1'80 0.2

parts, except that the response should be

made in the opposite direction with respect
to the stimulus. Figure 3.5: Input and output neural activities for the
Go task during training, for two time trials. Figure

As regards to the learning. of the afore- obtained from data made available by Yang et al. 2019
mentioned tasks, the network is trained em-  (see Chapter 4).

ploying a variant of the SGD, Adam, which

was first introduced in Kingma and Ba 2015. With this method the value of a parameter up-
date is magnified if the gradient of its cost function has low variance, i.e. has been consistent
across steps (Yang and Wang 2020). The loss is computed by time-averaging the squared
errors between the target output and the network output z, as

Time step (20ms)

Nout T
LO) =D miy (214(0) — 2579)? (3.8)
i=1 t=1
where T' is the length of each trial and m;; is a non-negative “mask matrix” that has the
function to weight the different squared errors according to the specific time points and output
units. In the present case, from the beginning of the trial to the end of the memory period
m; ¢ is 1 for the output ring units, while the first 100ms of the response epoch constitute a
“grace period” with m;; =0. For the rest of the response epoch m;; =5 and for the fixation
output unit, the mask is two times stronger during all epochs. As for the initialization of the
weight matrices, at the beginning of the training W7 is a scaled 256 x 256 identity matrix
with entries 0.5 on the diagonal. Moreover, the employed minibatches are composed of 64
trials each.

The following Chapter 4 will specifically focus on how the described RNN responds to an
input signal encoding for the Go task.



Chapter 4

RNN output

This Chapter is dedicated the presentation of results concerning the computational implemen-
tation of Equation 3.4, with respect to given input time series for training and test trials of

the Go task.

Specifically, the training time series is composed of Nyiqis = 200 trials, each including
Npoints =90 time points. Since the discretization step is At = 20ms, such trials last 1.8s. On
the other hand, the test time series comprises 20 trials with 98 points apiece, therefore lasting
1.96s. As shown below in Figure 4.1, the rule for the Go task is encoded by the first rule

neuron (the 66th overall).
(a)

Fixation input TEST
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Figure 4.1: Activity of the fixation and rule input units during two trials of the TEST time series, it
replicates the features of the Go task described in Section 3.3.

As regards to the network parameters, the three weight matrices and two bias terms (for

the recurrent and output units) resulting from the training are provided for this study.

Recurrent bias Output bias
(a) (b)
1.5
R
1+ + 05
0.5 - o,
z Tat FoF et £
© 0 LA N ST N Ty e * +, R =) 0
‘O A F P A A T T s T T Q
N A IR S IS S S T IR I
05F * . LA R o+ F PR ot
+ -0.5 F* bprt ey T
1L
_15 | | | | 1 _1 | | | | | |
0 50 100 150 200 250 0 5 10 15 20 25 30 35
Neuron Neuron

Figure 4.2: Bias terms for the recurrent and output neural units. It can be noted that, while by,
follows an approximately Gaussian random distribution with mean 0.10 and variance 0.06, the elements
of b,y instead are evenly scattered around the value -0.45 (variance 0.002), suggesting that the function

learned by the RNN has a corresponding offset.
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cates the weights w;;.

The previous Figure visualizes the weights of the input, recurrent and output connections,
and it can be observed that a significant part of the entries has a negative value (blue). From
the point of view of neural connectivity, this translates into inhibitory connections which tend
to dampen the activity of the target neurons, as opposed to positive, excitatory links (red).

Moreover, one red and two blue horizontal lines in the upper part of W% can be observed,
indicating that three of the recurrent units are connected to all output ring units (2, doesn’t
fit in this pattern) with very strong weights of the same sign. This feature aligns with obser-
vations made on biological brains: indeed, it was established (Dale’s law, see Song et al. 2016)
that neurons in the mammalian cortex have a purely excitatory or inhibitory effect on all other
neurons. Conversely, as typically emerges from the training of unconstrained RNNs, the sign
varies for the vast majority of the illustrated weights, suggesting that the respective units are
unrealistically able to emit connections which boost the activity of some neurons and suppress
that of the others. If these model networks were to be made more adherent to biological ones,
it would therefore be advisable to impose an appropriate mathematical constraint that bounds
the sign of all real-valued weights related to the same recurrent unit.

The activity of recurrent units can also be represented by a color variable in a full-network
visualization that reproduces the one in Figure 3.2. The following Figure 4.4 indeed depicts a
graph, the nodes of which are the recurrent units of the RNN while the edges depict only the
recurrent links with |w;;| >1.75 for a better visualization. It can be observed that, while most
units are nearly completely deactivated when averaged across all 200 trials, for some of them
activity strongly depends on the task period. As an example, the unit at the bottom right
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corner of the graphs which is yellow-coloured for the full trial, appears slightly less activated
at the beginning and in the middle of the trial and very strongly activated during the response
period. By contrast, the yellow-coloured node at the top of the “Beginning” graph is only
activated during this task period (see also Figure 4.5a).

Full trial Beginning Middle

Figure 4.4: Graph depicting the activated recurrent units and all connections with weight greater
than 1. Activity is calculated by averaging across all 200 trials of the TRAIN time series, then three
ranges of time points at the beginning (0-30), middle (30-70) and end (70-90) of each trial are isolated.

unit 178

— unit 20
unit 178, mean
unit 20, mean

(a) 2.5 (b) Middle, angle 9 Middle, angle 25

2.01

Activity
|y |
o W

0.5 4

0.0 T T T T T T T T
0 10 20 30 40 50 60 70 80
Time step (20ms)

Figure 4.5: (a) Plot of the activity of the aforementioned example unit, yellow-coloured in the full-
trial and end-of trial graphs of Figure 4.4 (blue). Plot of the yellow-coloured unit at the top of the
beginning-of-trial graph (orange), which only activates during the first 30 time points. Both activities
are compared with their mean across trials. (b) Comparison between the mid-trial time-averaged
recurrent neural activity for output angular directions number 9 and 25.

A further analysis was conducted to determine whether recurrent activity is dependent
on the encoded angle (which reflects in the response direction and, hence, in what is the
most activated output ring unit) in addition to being task period-dependent. The result
of time-averaging subsets of trials, all characterized by the same response angle, was that
while some changes in the activity pattern were indeed recognizable, these do not modify the
aforementioned essential properties of the graph: most units remained inactive and the others
underwent only slight colour modifications, as shown in Figure 4.5b.

The output of the network reproduces well the given target signal, as shown in Figure 4.6.

(a) Fixation output TRAIN (b) Output TRAIN
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Figure 4.6: Output of the RNN for two example trials (the first two) in the training time series. (a)
focuses on the fixation unit and compares the network (light green) and target (dark green) signals for
the first two trials, while (b) represents all 33 units of z; (27, again in green).
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As in Figure 3.5, the output ring units corresponding to input u,,.q1 activate with intensity
scaled by 0.8. Indeed, apart from a transient at the beginning of each distinct task period
during which the RNN adjusts to the input signal, the activity is able to replicate z,""* in
shape and intensity. To highlight this equivalence, the difference between the two signals is
plotted below for the training time series (the same behaviour was observed for the test): the
expected and obtained behaviours are well aligned, consistently with the Gaussian noise of the

hidden units o;,¢.=0.05.

Such error is moreover characterized by a distribution (Figure 4.7b) which on the logarith-
mic scale appears to be approximately bell-shaped, with an average value of 10~2. It presents
a slightly more consistent tail in the direction of higher values, interrupting abruptly at 1
because neural response activity is a bounded quantity and so must be its error. Lastly, the
errors were averaged across all trials to get rid of noise and dependency from the response
angle, resulting in smoother plots (Figures 4.7c and 4.7d).
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Figure 4.7: (a) Difference between network and target signals for the 33 output units (fixation in
green) for the training time series. The strength of the recurrent noise +0.05 is highlighted. (b)
Distribution of all the residuals plotted with a logarithmic scale. (c),(d) Errors averaged on all trials
(200 for the training set, 20 for the test set).



Chapter 5

Analysis of RNN dynamics

5.1 Task representation and compositionality

One of the main contributions in Yang et al. 2019 is the analysis of how RNNs represent
learned tasks as single high-dimensional vectors in an appropriate state space.

To compute one of these “task vectors” r, network activities across all trials are averaged,
in order to examine all possible stimulus conditions at once. Considering (for simplicity) only
the neural population steady-state re-
sponse during the stimulus epoch, at Neural activity Neural activity State space

. . Task 1 Stimulus-free
time t,,0d1,1ast cOrresponding to the end - —
nr

: : Unit 1
of stimulus presentation, a representa- Uni
tion of how the RNN processes a partic-
ular task input is obtained: Ly~ - O |

Nivials Unit 3
= 1 Unit 1

r= Z r(jytmodl,last) (51) ": D
j=1 ' -

Figure 5.1: Obtaining task vectors from neural output

where r(j,t) is the vector of recurrent activities (Yang et al. 2019)

network activities at trial 7 and time ¢.
Task vectors change in different epochs, as the network responds in a unique way for each
given task. Indeed, this idea is confirmed using principal component analysis (or PCA)!,
which reveals that task vectors are distinct for all 20 different tasks when visualized in a state
space that spans the top two principal components (Yang et al. 2019).

Task vector representation makes it possible to analyze the compositionality of the executed
tasks. This property consists in the ability of the network to correctly perform new tasks
with modest amounts of training, specifically composing pre-learned elementary processes. At
the level of neural representations, the compositions could be implemented in several ways,
for instance algebraically by summing task vectors in state space to yield representations
for complex actions. Analyzing the degree of correspondence between these algebraic sum
vectors and task vectors obtained by training the RNN to perform the respective composite
tasks could thus yield insight into the way artificial and biological neural networks implement
compositionality.

'Principal component (PC) analysis is a dimensionality reduction technique used to extract information
from a high-dimensional space by projecting it into a lower-dimensional subspace, easier to visualize. It strives
to preserve data features with more variation and remove non-essential ones.

16
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As an example, Figure 5.2 presents the relative positions
in PC space of task vectors referring to the Go and Anti
task families as in Yang et al. 2019. It can be observed that
the vector pointing from Go to Dly Go is very similar to the
one pointing from Anti to Dly Anti, thus suggesting that
they are likely to represent the cognitive process of work-
ing memory (abbreviated as “Dly”), the ability to maintain
and manipulate information for several seconds during the bgle
planning and execution of a task (Song et al. 2016). The ) Dly Gd
presence of many task vector points for the same task in- -2 2
dicates that the analysis described above was repeated for rPC1
many different RNNs, showing that results are consistent

rPC 2

Figure 5.2: Task vectors repre-
across networks. sented in a rotated and reflected
PC space, suitable for visualization

This findi ts that networks trained t f
is finding suggests that networks trained to perform (from Yang et al. 2019).

complex cognitive processes involving “Dly” as a key sub-
process do exploit a form of compositionality, at least at the level of task representation.
Further studies are needed to investigate whether compositionality extends to the level of task
execution, i.e., whether jointly activating several rule units corresponding to subprocesses is
sufficient to have the network perform the complex task.

5.2 The dynamical systems approach

The present paragraph concentrates on transcending a static view of neural representation
to focus instead on a dynamical approach, particularly suitable as RNNs are computational
models for which temporal development is crucial. As their dynamics is that of a complex,
high-dimensional nonlinear system, it is useful to analyze it around fized points, locations in
state space where the motion of the system is approximately nullified and the dynamics can
therefore be greatly simplified with a linearization. It was indeed argued (Sussillo et al. 2013)
that this kind of study can aid the “opening of the black box” of RNN mechanisms of operation,
that is it can shed light on how the networks implement their computations.

Let the following be the continuous dynamical equation describing a generic RNN

dr 1 A

= _ ;( — 1+ f(Wr + W+ bee + /2702, 5)) = F(r,u) (5.2)
where r is the activity of the recurrent units and the notation u refers to the input. A fixed
point (r*,u*) is a state such that F'(r*,u*)=0, around which the network dynamics can be
linearized through Taylor first-order expansion (Strogatz 2001).

F(r* +or,u* +ou) ~ F(r*,u*) + a—F(r”‘, u”)or + gi(r*, u“)ou ~ J(r*,u*)or (5.3)

or
where 0r = r—r* and du = u—u*. Indeed, the second order terms and du are negligible
since during all task periods the input is kept constant (apart from the noise). Moreover, the
term %—f(r*,u*) is the Jacobian matrix evaluated at the fixed point, which can be written

element-wise as OF )
87"; (r*,u*) = ;( — 05 + f’(r*7 u*) Wi’}ec) (5.4)

where §;; indicates the Kronecker delta function and the activation function is derived with
respect to its argument, the cell state.

Jij =
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By studying the eigendecomposition of J(r*, u*), useful information on network dynamics
can be inferred. Specifically, if A is defined as the real part of an eigenvalue, the associated
eigenvector corresponds to a contracting dimension of the state space if A>1, to an expanding
dimension if A <1 and to a marginally stable one if A~ 1. A fixed point that is contracting
in every dimension is a basin of attraction, a state particularly useful to prepare an optimal
initial condition for the next task period (Driscoll et al. 2022).

The key step of this analysis is then the research of fixed points in the dynamical landscape
referring to each task period of interest. In ANNs, they are found through gradient-based
optimization of the auxiliary “kinetic energy” scalar function

alew) = 5 |Fr,w)? (55

which leads to minimizing |F'(r,u)|.

From an analytical viewpoint the following inequalities must be verified around fixed points.
P/ u)or| > [P, u) (5.6)

|F'(r*,u*)or| > %&'F"(r*,u*)(sr (5.7)

This kind of approach relies on hard-coded analytic derivatives of the function f and
can therefore become cumbersome as the complexity of the RNN models increases. The
problem could be partially alleviated by employing numerical derivation methods, although
these include additional computational costs which typically make them unfeasible (Golub and
Sussillo 2018), so semi-analytical algorithms or specifically designed computational tools are
instead to be preferred.

A way to understand how fixed points fit into a wider description of the computations im-
plemented by RNNs is to infer dynamical motifs? from locally linearized dynamical equations.
This type of analysis is aided by graphically visualizing how neural activity vectors move in
state space, typically in a 2-dimensional PCA space as shown in Figure 5.3. Here, it can
be observed that activity tends to converge to a line in the Cartesian plane for all stimulus
conditions, thus indicating the presence of a line attractor.

Stimulus

10.0
14.0
18.0
22.0
26.0
30.0
34.0

PC2

RERERR

g

T
-10 0 10 -10 0 10
PC1 PC1

Figure 5.3: From Yang and Wang 2020. (left) Trial-averaged activity during the delay period (triangles
indicate the start) for different stimulus values. (right) Fixed points found through optimization, in
orange. A line attractor was estimated around them by finding the eigenvector with a corresponding
eigenvalue close to 0.

2 According to Driscoll et al. 2022, a dynamical motif is the high-dimensional nonlinear dynamics around a
fixed point, that implements computation for a specified input.
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Along the lines of the above illustration, a PCA was performed, separately on the activity of

the input, recurrent and output layer of the network. For each layer, the first two components

were kept, explaining respectively X X% and Y'Y % of the total variance.

The neural activity of the RNN at hand is plotted in PC space for all trials in the following

Figure 5.4. Each subplot represents either the input, recurrent or output activity at different

time points.
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Figure 5.4: Neural activity for the training data set, subdivided according to the neural unit group

(input, recurrent, output) and to the time point. Each dot in the 2-dim PC space scatterplot corre-

sponds to one trial: the colour scale indicates the trial-specific input angle, which corresponds to the

output angle as the task at hand is Go.
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From the above Figure, many features of the implemented Go task can be inferred. The
input is initially off (first panel, input activity is 0 for all trials) and it switches on at time
point 30 to remain constant until the end of the trial. It can indeed be observed that in the last
three panels of the first column the dynamical landscape takes the same shape, topologically
equivalent to a circle where the points are ordered angle-wise with the corresponding colour.
This also indicated that all angles within [0, 27) are spanned during the 200 trials.

The output is dormant until the fixation cue goes off at time point 65, after which it expands
smoothly to reproduce the input (last panels of the third column). The angle dependency is
maintained, showing that apparently the response of the network is indeed in the same direction
of the input, as required from the Go task. The first output panel, though, shows a disorderly
colour distribution, as well as a distorted circular shape. This illustrates the transient period
(circa 30 time points long), where the output is still that of the previous trial and adjusting
to the new one by retracting in a single point near the origin. This interpretation is confirmed
by the presence of a yellow central dot: it corresponds to the first trial of the time series, the
only one for which the output is initially off as there is no previous input.

As for the recurrent part (second column), the first two plots reveal that the neural activity
of the hidden units is also shaped in PC space as the topological equivalent of a circle. The
reason why this is not as evident as in the input and output plots is presumably that a third
principal component is needed to visualize it. Before the response period (first two panels),
the angular dependency is not that of the current trial but of the precedent one. After the
fixation cue goes off instead, the described relation between the angular variable around the
plotted circle and the most activated ring units is reinstated, as in the output.

For the test set the same results can be observed, consistently with the fact that the time
trials are 20 instead of 200, so data is more sparse and sensitive to noise.

The second part of this analysis focuses on the time evolution of neural activity vectors
in PC space. With the aim of identifying time as a direction in this space, accounting for
a significant part of the data set variance, the first 3 principal components were considered,
accounting respectively for X X%, YY% and ZZ% of the total variance. The results are
plotted below.

Firstly, Figure 5.5 provides a visual-
ization of the input signal in time for
time points 0-40. It can be noted that
the plot is neatly split in two clusters,
30 corresponding to neural activity before
and after the input signal is switched

INPUT time evolution

2 § on. Indeed, for the first 30 time steps
20 7 all dots are bundled together near the
15 E origin, while later they are arranged in

the circular structure also visible in Fig-
10

ure 5.4. As the input units activate quite
5 abruptly and time discretization was in-
troduced, there are no points between

the two clusters, modeling an instan-

PC1 10 s 030 taneous change of the dynamical land-
scape. It can therefore be inferred that,

Figure 5.5: Input neural activity at the beginning of in this 3-dimensional state space, the
the training time trials, plotted in a 3-dimensional PC  {ime coordinate evolves in the direction
space. The time coordinate is inferred from the respec-
tive positions of the two data clusters.

of the black arrow. For all further time
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points input activity remains unaltered, with vectors arranging on the circular structure until
the end of the trial.

The next step of this discussion concerns the output, the dynamics of which can be divided
in three different phases (Figure 5.6). At the beginning of the trial (0-10) the circular structure
resulting from the previous trial collapses towards the origin of PC space (first panel), where it
remains stationary until the start of the response period (10-64). It then expands once again
(second panel) to reach the yellow ring that reproduces the given input (65-90). The resulting
figure in the 3-dimensional space is then topologically equivalent to a cone. The third panel
uses the colour scale to visualize the angle as in Figure 5.4, highlighting that the ring expands
smoothly.

OUTPUT time evolution BEGINNING OUTPUT time evolution END OUTPUT angle unit END

Time step
=
7]
Output ring unit

o2,
PC1 06,0 -10

Figure 5.6: Output neural activity at the beginning and end of the training time trials, plotted in a
3-dimensional PC space.

Moving on to the recurrent units activity, once again the time trials can be divided in
two separate parts, one encompassing the delay and stimulus task periods and the other the
response of the network. In this case, activity evolving in time takes a shape which is more
complex (Figures 5.7 and 5.8): the first 65 time points are plotted in the second panel and the
last 25 in the third one. The dots start on a triangle (topologically, a ring), and converge to a
point in the interval 0-10, hence describing a figure that is topologically equivalent to a cone.
This is very similar to what is observed for the output unit. In the interval 10-30, the dots
remain confined around the origin, while in 30-65 they expand on a plane that is approximately
perpendicular to the axis of the cone, where they describe a triangle (topologically, a ring)
with increasing radius. Finally, in the interval 65-90, the dots describe a triangular prism
(topologically, a cylinder), going back to the triangle found at time 0.

The following Figures 5.7 and 5.8 illustrate the described dynamics in a 3-dimensional PC
space. While the former depicts the side of the (topologically) cylindric structure on which
the dots move in time, the latter is rotated by 45 degrees in order to highlight the triangular
shape at the base of the prism and cones.
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Figure 5.7: Recurrent neural activity for the whole training trial length, at the beginning and at the
end, plotted in a 3-dimensional PC space.
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Figure 5.8: Recurrent neural activity for the whole training trial length, at the beginning and at the
end, plotted in a 3-dimensional PC space and rotated to best visualize the dynamics.

Using the colour scale to plot the angular stimulus variable, it can be noted that for the
recurrent part of the network as well, the angle varies smoothly around the (topological) rings
for all time points.

RECURRENT angle unit 0-30/90 RECURRENT angle unit 30-60/90 RECURRENT angle unit 65-90/90

8
8

8
w
o N W s

I ‘

= N

o o
Output ring unit

Output ring unit
Output ring unit

o1
-2-10 1 10-1-2 o -1 - o
peo 2 34 432 o2y 4 3 2 ;Clo 1 2=‘pc2

Figure 5.9: Recurrent neural activity for the whole training trial length, at the beginning and at the
end, plotted in a 3-dimensional PC space.

The last part of the analyses based on a dynamical systems approach is devoted to the
search for fixed points in the dynamics. In particular, according to the general hypotheses
advanced by Driscoll et al. 2022, the trajectories were expected to reach fixed points encoding
for the stimulus and the output motion angles. More precisely, taking into account the above
analysis of trajectories, fixed points were expected to be found in three distinct locations: in
correspondence of the dot to which trajectories converge at time 10-30, around the points
reached by trajectories at time 60, encoding for the stimulus angle, and thirdly around the
points reached by the trajectories at time 90, encoding for the motion angle.

The analysis of fixed points revolves around the definition of the multivariate function F'
introduced in Equation 5.2,

1 .
F(I‘, u) = ;(—I' + f(Wznu + W"r + brec + E))

F' can be considered the system’s “velocity”, and its modulus the system’s “speed”. There-
fore, fixed points can be determined by finding its roots: by imposing that F(r,u) =0 for
generic input and recurrent activity vectors, the condition below follows.

—r+ f(W"a 4 W™r + by +&) =0 (5.8)

On this basis, the root-finding algorithm implemented in Python was employed to determine
its zeros in search of possible fixed points. This procedure did return some approximate zeros,
but two issues arose. The first one is that the function did not exactly nullify at these points
and secondly, the points were far from the initial guesses. In fact, the dynamical speed never
reached values close to zero in the analyzed trajectories, except around time point 30 (not
shown).

What emerges is therefore a partially negative result: on the one hand, it can be established
that low-dimensional trajectories in state space accurately encode the angular dynamics of ring
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units in all different task periods, and that the top three principal components are sufficient
to get a clear view of such trajectories and infer their key properties. On the other hand, the
presence of fixed points at times 65 and 90 can be ruled out, and the presence of a fixed point
at time 30 must remain hypothetical, as the 3-dimensional trajectories seem to converge but
the employed numerical root-finding algorithm is not able to directly detect it.

This discrepancy with respect to the hypothesis put forward by Driscoll et al. 2022 may be
due to the fact that the RNN was trained to perform only one task, which may be insufficient
for a full-scale fixed point structure to arise. To further investigate these assumptions, more
comprehensive analyses should be carried out on networks able to execute multiple cognitive
tasks, as in Yang et al. 2019.



Chapter 6

Conclusions

The general goal of this thesis was to investigate how the computational properties of a re-
current neural network relate to its dynamics, specifically to phase space trajectories and
attractors.

In order to accomplish this objective, two major hypotheses advanced by previous literature
were tested. The first one is that task variables are collectively represented by all units, by
means of neural activity trajectories unfolding in a low dimensional space. Moreover, according
to the second claim, such trajectories cross the fixed points of the dynamical landscape during
one or more phases in each trial.

This study results can confirm the first hypothesis, but not the second one. However, it
only focused on an RNN trained for one simple task (“Go”). Whether networks trained for
multitasking might display a clearer fixed points structure remains an open question.

Further advances in this research area will require improving the biological plausibility
of RNN brain models. Directions for progress are suggested in Yang et al. 2020 as well
as in Miconi 2017, and they specifically involve modifying the network training algorithm.
Indeed, the backpropagation-trough-time mechanism is known to be unrealistic, but RNNs
can be trained with other methods, much more adherent to biological neuroplasticity, such as
a reward-modulated “Hebbian” learning rule (Miconi 2017). This type of training has been
successfully used to effectively reproduce the neural dynamics observed in mammalian brains
during cognitive tasks.
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