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ABSTRACT 
The thesis concentrates on the early-stage verification of model-based product 

architecture for Automotive Microcontrollers. Pre-Silicon verification of product architecture 

eliminates the chances of callbacks of the products due to crucial bugs after production hence 

minimalizing the losses for the organization. For the development of the test suite, a theoretical 

analysis is conducted to discover the best approach for developing the test suite. From the 

mathematical analysis of systems, some formulas are derived.  

Using these formulas, the best method and effort required to design and carry out a 

verification process is finalized. MATLAB’s Simulink state flow diagram is used to develop 

the product architecture. MATLAB’s Simulink test harness feature is used to develop the test 

suite, and the continuous integration is achieved using the MATLAB unit test framework, 

bitbucket, and Jama. The Application and the input files are stored in a Bitbucket repository, 

and the execution is performed using Jenkins. 
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CHAPTER 1: INTRODUCTION 
The project concentrates on the model-based product architecture verification of an 

automotive microcontroller. Model-Based System Engineering (MBSE) [1]is a system 

engineering approach that applies the modelling, tools, and methods to improve a system's 

engineering programs and projects. MBSE focuses on expressing and recording requirements, 

design, analysis, and verification [2].  

There is a set of scientific journals published on Model-Based System Verification 

explains the verification based on component-based architecture and reactive behavior of the 

system [3]. Structured review of the system based on model-based system engineering to 

improve the quality in a cost-effective way is also proposed by researches in the past years 

[4].  

The formal expression of needs and constraints that affect and determine a system's 

structure and behavior is what modeling of system properties is all about. In order to support 

their evaluation during system design and their monitoring during system operation, system 

property models enable the verification of system properties through real or simulated 

experiments [5]. Simulation-based system verification is a major technology to verify a 

system in MBSE. 

However, no scientific research is known or published on evaluating the best possible 

approach to verify a system. Thus, the first part of the thesis concentrates on finding the best 

way to approach a system under test. For this purpose, different known methods of verification 

are studied, and the best approach is finalized after performing some theoretical evaluations. 

The theoretical analysis is performed on a function of the Non-Volatile Memory 

of the system. Three different approaches of verification, the input-based, the output-based, 

and the input-output-based verification methodologies are studied for the selected systems. 

Calculations are performed to find the maximum possible test cases that can be designed for 

a particular system under test when there is certain number of inputs and outputs are available.  

Mathematical equations are derived from the theoretical analysis performed, and 

with the help of these equations, when the number of inputs and outputs of a system are 

known, the engineer can decide to choose on whether to go on with the input-based approach 

or the output-based approach or the combination of both to obtain the maximum coverage 

with minimal effort and time spent.  



7 
 

Thus, the best method to analyze a system can find out with the use of equations 

derived, and the authenticity of the equations is verified by studying three different functions 

using all the three methods for the Decision, Condition, and Modified Condition / Decision 

Coverage.  

For verifying the authenticity of the equations, the functions are converted into 

MATLAB state flow diagrams, and the Simulink Test harness feature is used. Test cases are 

generated based on the best approach and a hundred percent of the required coverage is 

obtained with this method [6].  

Once finding the best method to verify a system, the product architecture 

verification of the automotive microcontroller is carried out by following the best approach to 

generate the maximum required coverage with minimum effort.  The product architecture of 

the microcontroller is studied in detail. The state- flow diagram of the product architecture is 

used for the study and MATLAB – SIMULINK test harness features are used to develop the 

test cases for verifying the system.  

As the organization uses Enterprise Architect software to develop the product 

architecture and the extraction of MATLAB state flow diagrams from Enterprise Architect to 

MATLAB is possible, SIMULINK is chosen for developing the test suite. Thus, the product 

architecture verification is performed successfully using the MATLAB SIMULINK test 

harness. 

As there are several regressions to be performed over a single product architecture 

it is necessary to automate the verification of product architecture once very new release 

occurs. For this purpose, the Jenkins and Bitbucket platforms are used. For the continuous 

integration, the unit test frame work of MATLAB is used and a script is created to execute all 

the MATLAB files and the test suite.  

The MATLAB software is installed in a remote node, all the MATLAB files along 

with the script are committed to Bitbucket. The Jenkins is configured such that for every new 

commit in Bitbucket, the Jenkins will execute the test suite for the verification of the product 

architecture at a remote node and provide the report after the execution. Thus, a task that 

would take hours of execution for an engineer to design and verify a system under test shall 

be completed with-in an hour.  
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The Model-Based System Engineering verification approaches, the theoretical 

analysis to define the best approach, the study of the product architecture and the verification 

and continuous integration of the product architecture will be discussed in detail in the 

upcoming chapters. 
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CHAPTER 2: STATE OF THE ART 
Before proceeding with any research activity, it is always necessary to have a good 

understanding on what resources are already available and how we can make use of these 

resources in our perspective. For this purpose, a certain research activity has been conducted 

in which different scientific journals has been studied. The initial research activity conducted 

on Model Based Software Engineering (MBSE) is reported in this chapter. 

Model-Based Engineering, Model Driven Engineering or Model Driven Development 

is a system and software development paradigm that “emphasizes a precise and 

complete System Architecture Model "blueprint", organized as an Architecture Framework 

with multiple Views/Viewpoints, as the primary work artifact throughout the System 

Development Life Cycle (SDLC)” [7] [8].  

The vehicle design complexities are increasing day by day due to the power train and 

component technologies for example, connectivity and automation. The increase of new 

technologies has increased the reliance on Model Based system Engineering to reduce cost and 

time to market [9]. 

Another research explains on how to combine the benefits of model-based testing with 

the software architecture in a unique way [10]. The paper explains on generating test cases 

from formal behavioral model of a system. It concentrates only on the software architecture 

verification and describes the entire approach based on a client server relationship.  

Although some basic idea on Model-Based software verification can be acquired from 

the paper, it does not provide any specific information on product architecture verification or 

useful in our context. Thus, the paper was studied to achieve an initial idea on What is Model 

Based Verification? 

There are researches that states that there should be a new software testing technique at 

the system level. This architecture-based software testing substantially reduces the costs of any 

problems and improve the quality of the software.  

The paper claims that, “although there exists some formal testing way like unit and 

module testing criteria which have been well studied, software architecture -based testing is 

typically done informally, using manual and ad-hoc techniques” [11]. This makes it difficult 

for the engineers to measure the quality of testing and to have a lack of formal testing method 

at the software Architecture level. Thus, the authors concentrate on different methods of 
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software architecture verification.  Although these methods do not fit to our context the idea of 

discovering different methods of developing test cases is acquired from this study.  

The further research focuses on different methodologies of verifying a system under 

test. There are a number of methods of developing and grouping test cases known [12]. Among 

which grouping of test cases or developing of test cases based on the following aspects are 

considered.  

• BEHAVIOR OF THE SYSTEM 

In this case, the test suite is developed focusing on the behavior of the system to each 

operation performed on the system. The behavior of a system can be categorized into 

three, expected behavior, allowed behavior and unacceptable behavior. The test cases 

can be grouped based on this categorization and format the final test suite with this. 

• INPUTS OF THE SYSTEM 

As the name suggests, the test cases are developed considering the inputs of the 

system. The test cases focus on the type of inputs, number of inputs, number of input 

equivalent classes, and their effect on the system. As the number of inputs increases, 

the number of test cases also increases. However, if a certain behavior of the system 

depends only on a single input and the output will be same for all the changes applied 

to other inputs the redundancy should be eliminated. Based on the type of inputs, 

concentrate on the combination of inputs of same type reflecting same behavior, find 

equivalency levels and avoid redundancy. 

• OUTPUTS OF THE SYSTEM 

Similar to the inputs, the test cases developed for verification are focused on all the 

possible outputs received on operating the system. Group the test cases that deliver 

the same output and check whether the system fails to generate a particular output. 

Redundant test cases should be eliminated in this case also. To obtain the full coverage 

of the system, in some cases there arises a need to increase the number of test cases or 

include redundant test cases. 

• REQUIREMENTS 

Test cases can be grouped based on requirements of the developed system. It is always 

necessary to verify whether all the requirements are satisfied or not. To verify each 
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requirement there can be a number of test cases. Similar test scenarios can be 

identified and the redundancy can be eliminated. Also combining the test scenarios 

that can satisfy one or more requirements simultaneously helps to reduce the number 

of test cases. 

• PRIORITIES OF THE RELEASE 

For every long-term project there will always be a number of releases of the product 

based on client requirements or bug fixes. In this case, each release comes with certain 

priorities to be verified. The test cases can be designed based on the priorities of each 

release. The priority levels can be standardized as High, Medium and Low priority 

test cases and the verification engineer can decide on which all priority levels to be 

achieved in each release. The low priority test cases are most often avoided in case of 

regression testing as they do not affect the functionalities. UI design related features 

are an example for low priority test cases. 

• FUNCTIONALITY 

The most commonly used method of developing a test suite is generating the test cases 

based on functionalities. A system under test will have a certain set of functionalities 

which needed to be verified. To verify each functionality, there arises the need of 

developing a set of test cases. As we can think of thousands of test cases for each 

functionality depending on the complexity of the system under test, we cannot predict 

a particular trend or method to follow in this case. 

• COMPONENTS 

We mainly focus on the testing of electronic control units that functions on a million 

lines of code. The complex automotive system will have a large number of component 

blocks to be tested. It is always necessary to verify whether each component is 

working as expected. This is the main goal of the verification engineer too. Therefore, 

the test suite can be developed by focusing on generating test cases based on 

components. 

Thus, the different ways to approach a system under test is studied in detail. From this 

information three main contexts were chosen for detail study which suits best in our case. The 

detailed study is explained in Chapter 3. 
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The product architecture of an automotive microcontroller not only contains the 

software, it also contains the hardware analysis [13]. Therefore, a detailed study on architecture 

analysis of electronic control unit is required which comprises both hardware and software 

parts. The projects that we concentrate on are long term and the continuous development 

occurs. Therefore, a detailed study of continuous evaluation is necessary in organizational 

aspect.  

A scientific paper in architectural evaluation [14] focuses on how architectural 

evaluation can provide useful feedback during development of continuously evolving systems. 

The study of the journal helps in understanding how architectural evaluation in a continuous 

setting can provide timely feedback on whether a specific capability is supported in the current 

architecture, what information should be provided for the architectural evaluation to be 

performed, and how in principle can existing frameworks for architectural evaluation can be 

used for continuous evaluation. The main take away points from the study are: 

▪ Decide when to evaluate what. If evaluation results are not necessary at that 

point, the evaluation could be considered a waste. Evaluate things based on 

demand. 

▪ Identify whether to have large and continuous evaluation or based-on-demand 

evaluation to answer particular stakeholder questions. 

There are many scientific journals focusing on the benefits of product architecture 

evaluation and methods of verifying a product architecture such as the ATAM and extended 

ATAM technologies [15] [16] where ATAM stands for the Architectural Tradeoff analysis 

method. In ATAM the tradeoffs of each process are calculated or analyzed and the method of 

verification proceeds with concentrating on the tradeoff values. 

As we are focusing on the verification of the product architecture using MATLAB 

Simulink test harness a research is done on the possibilities of using MATLAB for product 

architecture verification. Even though no specific solutions or methodologies relevant to the 

context are available the research helped in understanding the possibilities of using MATLAB 

features [17] [18] [19]. 
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The possibilities of automating the test suite using the continuous integration features 

of MATLAB is also a part of the research. Continuous integration, the regression testing and 

the different stages of verification and the software or product development cycle is also 

studied for better understanding of the system [20] [21]. 
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CHAPTER 3: ASPICE AND PRODUCT ARCHITECTURE 

Automotive SPICE or ASPICE is a process maturity framework established in automobile 

industry to assess the capability and maturity of Organizational processes to develop the software or 

embedded systems. For explaining ASPICE, it is necessary to tackle the SPICE or ISO/IEC 15504 

standard.  

The Software Process Improvement and Capability Determination (SPICE) is a framework 

developed in 1993 for software process assessment. The purpose of SPICE is to evaluate development 

factors that allow assessors to determine an organization’s capability for effectively and reliably 

delivering software products. 

ASPICE applies the SPICE framework to automotive industry. With its own critical 

requirements ASPICE differs from functional safety standard (namely ISO 26262) in which it covers 

how design is conducted when safety is not a concern. To ensure the safety practices the automotive 

suppliers incorporate both ASPICE and ISO 26262 guidelines. 

3.1.WHY ASPICE  

ASPICE authorize a uniform evaluation process which enables suppliers and OEMs 

(Original Equipment Manufacturers) to be technically capable to develop, improve and adapt 

software or system processes such as ECUs (Electronic Control Units). ASPICE ensures that 

all participants along the development process of electronic automobile components work 

according to the state of art best practices thus minimizing the product risks.  

From the supplier point of view, OEMs assess their suppliers based on the ASPICE 

assessment rating. It provides a more controlled system development process to ensure product 

quality, and shortens the release schedule. It also reduces the cost impact on the product 

development due to quality issues that could be identified in the later stages of product 

development. ASPICE provides a benchmark for suppliers to ensure the stability of their 

process and products leading to an overall improvement in the industry.  

OEMs use ASPICE as an input for their supplier selection. From the OEM’s point of view, 

ASPICE helps them to assess the supplier’s process quality capability during the supplier 

selection. OEMs can define their own system development process to be ASPICE complaint 

which will help to asses and improve the process capability. 
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3.2. HISTORY AND MOTIVATION 

The modern-day vehicles have a large number of electronic control units which substitute 

the traditional mechanical and hydraulic systems. The mechanically controlled functions are 

replaced by the ECUs. 80 to 90 percentage of the innovation in automobiles is based on 

electronics and software in which 50 to 70 percentage of ECU development cost is for software.  

Since the year 2000 after the introduction of ECUs in vehicles the number of recalls in 

German market for the cars had an enormous increase. Owing to this situation, there arose the 

need of a new industrial standard to assess the developmental processes which will help the 

OEMs to find the defects in the earlier stages of development. 

The ASPICE was introduced first in 2001 as a variant of ISO 15504 (SPICE) by the 

AUTOSIG (Automotive Special Interest Group). This AUTOSIG incorporate the SPICE User 

Group, the Procurement Forum and German automotive constructors namely, Audi, BMW, 

Daimler, Porsche, Volkswagen, and international automotive manufacturers like Fiat, Ford, 

Jaguar, Land Rover, and Volvo.  

The ASPICE V.3.x is the currently used version which was developed by the VDA 

(Verband der Automobilindustrie) working group 13 comprising of BMW Group, BOSCH 

Group, Continental Automotive Systems, Daimler AG, Ford Werke GmbH (representing 

also Volvo Car Corp.), KNORR-BREMSE Group, VOLKSWAGEN AG and ZF 

Friedrichshafen AG. The ASPICE V.3.1 will be explained in detail in the upcoming sections.  

Automotive SPICE V.4.x is under development and is being developed by the VDA QMC 

working group 13 involving Audi, BMW Group, BOSCH Group, Continental Automotive 

Systems, Daimler AG, Ford Werke GmbH (representing also Volvo Car Corp.), Infineon 

Technologies, KNORR-BREMSE Group, VOLKSWAGEN AG and ZF Friedrichshafen AG.  

3.3. GOALS AND REQUIREMENTS 

APICE builds on the Verification and Validation Model or the V- Model [34]. The V- 

Model requires aa testing phase corresponding to each stage of development. It also requires a 

rigid evaluation to guarantee continuous assessment and development. The main goal of 

ASPICE is to benefit both the providers and clients.  

ASPICE benefits the providers by eliminating potential problems at the initial stages. It 

benefits the clients by assuming a meticulous approach to both ideation and development. 
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Ensuring continuous innovation and product development at every stage is an additional goal 

of ASPICE.  

3.4. PROCESS CAPABILITY DETERMINATION 

Process capability determination by using process assessment model is based on a two-

dimensional framework [34].   

          3.4.1. Process Dimension or Process Reference Model  

          3.4.3. Capability Dimension or Capability Levels 

The capability levels are sub-divided into process attributes which provides the measurable 

characteristics of process capability. Processes are chosen from a process reference model by 

the Process Assessment Model (PAM, defined in next sessions) and supplements with 

indicators that support the collection of objective evidence. These evidences enable an assessor 

to assign ratings for processes with respect to the capability levels.  

The PAM consists of process capability indicators and process performance indicators 

where the process reference model consists of domain & scopes, process purposes, and process 

outcomes.  

3.4.1. PROCESS REFERENCE MODEL  

 In Process Reference Model (PRM) the processes are grouped by process categories.  

In the second level of topology, they are further grouped into process groups according to the 

type of activity they address. PRM defines all ASPICE processes to be befitting in well-defined 

automotive ECU development. It can be either software or embedded systems or both. The 

process refence model is classified into three process categories [34].   

3.4.1.1. PRIMARY LIFECYCLE PROCESSES GROUP 

The processes that are used by the customer while acquiring products from supplier and 

by the supplier while responding and delivering products to the customer or while acquiring 

products from their own suppliers are categorized as primary lifecycle processes. This involves 

the engineering processes needed for specification, design, development, integration and 

testing.  

The primary lifecycle processes include Acquisition process group, Supply process 

group, System engineering process group and Software engineering process group. The 

concentration will be on System and Software engineering process groups for the project [34]. 
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3.4.1.1.1 ACQUISITION PROCESS GROUP 

 The operations that are carried either by the customer or by the supplier while acting as 

a customer for its own suppliers in order to acquire a product or service are included in the 

Acquisition process group (ACQ) [34]. 

 

Figure 3.1 : ASPICE Process Reference Model 

3.4.1.1.2 SUPPLY PROCESS GROUP 

 The operations carried out by the provider in order to offer a service or product make 

up the supply process group (SPL) [34]. 

3.4.1.1.3 SYSTEM ENGINEERING PROCESS GROUP 

The elicitation and management of external and internal requirements, the definition of the 

system architecture, and the integration and testing at the system level is all covered by the 

System Engineering process group (SYS) [34]. 
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3.4.1.1.4 SOFTWARE ENGINEERING PROCESS GROUP 

 The Software Engineering process group (SWE) includes procedures for managing 

software requirements generated from system requirements, creating the appropriate software 

architecture and design, and putting the software into use, integrating it, and testing it [34].    

3.4.1.2. ORGANIZATIONAL LIFECYCLE PROCESSES GROUP 

The processes that develop products, process and resource assets comes under the 

Organizational lifecycle process group. The main aim of these processes is to help the 

organization achieve its’s business goals. This process category includes the Management 

process group, the Process improvement process group, and the Reuse process group [34]. 

3.4.1.3.1. MANAGEMENT PROCESS GROUP 

The Management process group (MAN) consists of processes that may be used by anyone 

who manages any sort of project or process within the life cycle. The management process 

group consists of Project management, Risk management, and Measurement [34]. 

3.4.1.3.2. PROCESS IMPROVEMENT PROCESS GROUP 

One process covered by the Process Improvement Process Group (PIM) includes 

techniques to enhance the operations carried out by the organizational unit [34]. 

3.4.1.3.3. REUSE PROCESS GROUP 

One procedure to methodically take advantage of reuse opportunities in an 

organization's reuse activities are covered by the Reuse Process Group (REU) [34]. 

3.4.1.3. SUPPORTING LIFECYCLE PROCESSES GROUP 

Supporting lifecycle processes as the name implies are the processes that may be 

employed by any other process at different points in the product development life cycle. It 

includes Quality Assurance, Verification, Joint Reviews, Documentation, Configuration 

Management, Problem Resolution Management, and Change Request Management [34]. 

3.4.2. CAPABILITY LEVELS 

 The Capability level in ASPICE can be defined as the set of process attributes that work 

together to provide a major enhancement in the ability to perform processes. These levels 

contribute to a coherent way of progressing through improvement of the capability of processes 

[34].  The ASPICE standard is rated from 0-5 with definitions as follows: 
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• Level 0: Incomplete Process 

     In this level an organization can at most “partially” achieve ASPICE requirements and 

should focus more on managing basic tasks than meeting higher standards.  

• Level 1: Performed Process 

     In this level an organization can either nearly or entirely deliver the standard 

requirements but may have gaps in the processes.  

• Level 2: Managed Process 

     In this level the organization can reliably deliver the work products and nearly or 

entirely achieve the ASPICE standards along with the work products.  

• Level 3: Established Process 

     In this level, the performance standards have already been established and set for the 

organization. The organization will be continuously evaluating and learning from these 

established standards.  

• Level 4: Predictable Process 

     This level is achieved by an organization when the established processes operate 

predictively within defined limits to achieve the desired outcomes. In this phase the 

organization measure, record and analyze outcomes to enable objective evaluation.  

• Level 5: Innovating Process 

The Innovative level is achieved when the predictable process is continually improved to 

respond the organizational change. 

The ISO/IEC 33020 measurement framework offers a defined rating scale with an option 

for refinement, various rating procedures, and various aggregate methods depending on the 

class of the assessment to facilitate rating of process attributes. A process attribute is a 

measurable characteristic of a process capability inside this framework for process 

measurement. A rating for a process attribute indicates how well the process attribute for the 

evaluated process has been achieved. 

Ratings may be summarized over one or two dimensions while conducting an assessment 

[34].  For instance, while rating a 

• Process attribute for a certain process, one may combine ratings of the 

corresponding process (attribute) outcomes; in this case, the combining will be done 

vertically (in one dimension). 
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• Process (attribute) outcome for a particular process attribute over numerous process 

instances. For this aggregation to be performed as a horizontal aggregation (one 

dimension), the ratings of the associated process instances must be taken into 

consideration. 

• For a given process attribute, one may combine the ratings of all the process 

(attribute) results for all instances of that process; this aggregation will be carried 

out as a matrix aggregation across the entire range of ratings (two dimensions) 

The process assessment model provides indicators to determine the presence or absence 

of process outcomes and process attribute outcomes (achievements) in the processes that have 

been instantiated for projects and organizational units [34].  These indicators offer direction to 

assessors in gathering the essential factual data to back up capability assessments. They are not 

meant to be viewed as a set of guidelines that must be adhered to. 

An assessment gathers factual facts to determine whether or not process outcomes and 

process achievements are present. All of this information was gathered through the review of 

work products and repository content from the processes that were being evaluated, as well as 

testimony from the process managers and performers. To establish the link to the pertinent 

process outcomes and process attribute accomplishments, this evidence is mapped to the PAM 

indicators. 

Two categories of indicators exist: 

• Process performance indicators (applies only to capability Level 1 capabilities). 

They give a hint as to how much the process results were achieved. 

• Process capability indicators, which are relevant to Capability Levels 2 through 

5. They give a hint as to how fully the process attribute accomplishments have 

been realized. 

3.5. EARLY-STAGE PRODUCT ARCHITECTURE VERIFICATION 

The ASPICE standard is required to be followed by the automotive hardware and software 

manufacturers all around the world to ensure a certain level of quality for their products before 

delivery. The ASPICE standard suggests the early-stage verification of product architecture, 

especially way before the production so as to ensure that there are less errors being generated 

and the recall of the products can be avoided.  
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Assume the case of product architecture verification is not performed at the beginning and 

the product is sent for production. Once it is on chip and a major bug is discovered, it is way 

too costly for the manufacturer to recall a batch of production.  

In certain situations, if the bugs are discovered after the delivery of the product and the 

product already reached the end user, in this case the manufacturer is even responsible for 

providing compensation to the end user as per law.  

However, if the product architecture verification is performed in the beginning the bugs 

can be discovered and resolved once it is a software design and this does not cost monetary 

losses to the manufacturer. Also, the integrity of the delivered products will be guaranteed.  

3.6. DETAILED STUDY OF PRODUCT ARCHITECTURE 

The product architecture of an automotive Microcontroller developed by Infineon is used 

for the study and verification. An already available MATLAB model of the product 

architecture is taken for the study. MATLAB provides a feature to develop state flow diagrams 

with which we can generate the product architecture of the system similar to a flow chart and 

decide the branching and functionalities.  

The product architecture comprises of 16 inputs and 15 outputs. The inputs of the system 

are namely, tm_clg,tms, tmaux, swclk,tm_pw_ok, hard_reset, rst_clr, cfs_fail, ram_fail, 

cfs_test_fail, cfs_user_fail, bsi_unlock,bsi_ram, bsi_nad, soft_reset, and POR. The output 

terminals are debug_mode, endless_loop, user_mode,rst_cold, rst_hot,rst_warm, bist_pass, 

bist_done, lest_en, tmaux_latch, swclk_latch, init_pass, nvm_done. The inputs and outputs will 

be explained in detail in the upcoming chapters as the functionalities and inner block of the 

product architecture will be defined.  

The product architecture of an Infineon automotive microcontroller studied for 

verification comprises of 11 functional blocks. The functional blocks are Startup, checkRAM, 

checkNVM, config, reset, branch, and different active modes and resets. Each block and its 

functionalities, how to verify them, and the boot modes of the system will be explained in 

chapter four. 
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Figure 3. 2: Product Architecture State Flow Diagram 

 The inputs enter the system through the reset block and the system checks whether any 

reset is happened in the past, if yes which kind of reset is happened. According to the inputs 

entering the system the reset block transits to the startup and active blocks. The startup init 

block where the initial startup occurs. From there, the system checks the RAM and the Non-

volatile Memory of the automotive microcontroller. 

 The active mode block comprises of the blocks of four modes of operation namely the 

debug mode, user mode, bsl mode and bsl far mode. According to the inputs fed into the system, 

the system chooses which block should be executed inside the active mode block. 

 The components inside each block and the explanation on detailed execution is avoided 

to keep the confidentiality of the project. Therefore, we are not explaining what actually 

happens inside the product architecture of this automotive microcontroller in this chapter, 

however the detailed study of each block in the system is conducted to understand the behavior 

of the system in each mode of operation. This detailed study has helped in finalizing the value 

of inputs to be fed in each mode of operation.  
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CHAPTER 4: THEORETICAL ANALYSIS 

4.1. VERIFICATION APPROACHES  

Software or Hardware verification is a vast field of research and there are different 

methodologies available for the verification of an automotive microcontroller [35][36]. A system 

can be verified based on different aspects such as the functionalities, the behavior of the system, 

the inputs of the system, the outputs of the system, or the use case scenarios. We can make a large 

list of possible approaches to verify a system but which must be the best approach to analyze a 

system efficiently is a highlighted question that arises.  

As already mentioned in the introduction of this research, no previous research activities 

known that claims clearly that if your system has the following features the best way to analyze 

your system will be a particular method. One major aim of this research is to find out an answer 

for this. For this purpose, four most widely used verification approaches such as verification based 

on Functionalities, Use-case scenarios, Inputs and Outputs are considered.  

4.1.1. FUNCTIONALITIES 

The verification of a system based on functionalities is considered to be one of the best 

methods to approach a system under test. It is believed that once all the functionalities are verified 

hundred percent coverage will be obtained. But, for verifying the functionalities an engineer can 

think of hundreds or thousands of test scenarios and there cannot be a general trend to be observed 

to verify a system if we follow this approach. Also, we cannot state that we will obtain hundred 

percent coverage with least possible effort with this approach. 

 

4.1.2. USE CASE SCENARIOS 

 The use case scenarios are the actions performed by the end user of a product. Similar to 

the test scenarios designed considering the functionalities, if we consider the use case scenarios, 

we will never be able to find all the possible use case scenarios for a product. The end user can 

use the system in many unpredictable ways that even a verification engineer can think of. 

 This is because the verification engineer will be having adequate knowledge of the system 

but a first-time user does a black box testing of the system and he can create unpredictable 

situations in which the system may show unpredicted behavior. 
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Thus, we cannot ensure that with all the use case scenarios that a verification engineer 

depicts the end user will only use the system in the same way and there will never be a major bug 

hidden. Also, the use case scenarios can change from product to product or even from one release 

version to another as the functionalities or behavior may change or add up. Thus, a general trend 

cannot be obtained and we cannot ensure hundred percent coverage using this approach. 

4.1.3. INPUT APPROACH 

 With the input approach we are concentrating on the number of inputs a system has and 

we design test cases based on the number of inputs. As we know the number of inputs a system 

has from the initial stage of test design this approach can be utilized to finalize a general trend. 

How this is attained will be explained in detail in coming sections.  

4.1.4. OUTPUT APPROACH 

Similar to the input approach in output approach also the number of outputs a system has 

is initially known and the verification engineer can decide whether to concentrate on the outputs 

to design the test cases.  

 Thus, among these four major approaches as our aim is to finalize a general trend for every 

system under test – the best approach we are concentrating on the input and output approaches. 

For this purpose, a function to read and write to a non-volatile memory (NVM) written in C 

language is chosen.  

The C language function is already a used functionality in all microcontrollers (products 

of Infineon) and the function is converted to a flow chart first. The designed flow chart of the C 

function is displayed in the figure below. 
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Figure 4.1: Flow chart of a read/write functionality of an NVM 

 

The flow chart is further converted into a MATLAB state-flow diagram of a system with 

three inputs and one output with four equivalent classes. Now we have to study the system that we 

have designed manually to understand the maximum possible test cases that can be created 

focusing on both input and output-based approaches and which will be our best approach. The 

state-flow diagram of the system designed is displayed in the image below. 
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Figure 4.2 State-flow diagram of the system under test 

Here from the figure, we can understand that the system is having only one output, but the 

output has four equivalent classes. Similarly, the input also has a number of equivalent classes. 

So, first we need to understand what an equivalent class is and then how the number of equivalent 

classes will affect the total possible number of test cases a system has. 

The equivalence relation is a set of pairs of equivalent things. In our perspective, Input 

Equivalent Class is a range of input values that provides the same result irrespective of the value. 

Output Equivalent Class is the set of output data a single port can provide with respect to the 

variations applied to the inputs. so according to the definition of input and output equivalent 

classes, our system has 4 output equivalent classes and three equivalent classes for input one (x), 

input two(y) and two equivalent classes for input three (z).  

 If we concentrate on the outputs there are only four possible outputs that we can obtain 

whatever use case scenario or functionality check we perform. The system will provide us with 

any one of these four outputs. Thus, to verify the system we just require four test cases. If we 

concentrate on the input equivalent classes, we require more than four test cases.  

Now, with this method we need to find a common trend or a generalized equation for the 

maximum possible test cases that can be designed for a system when the input and output 

equivalent classes are known. For this purpose, we are going to evaluate systems with different 

input equivalent classes and different output equivalent classes.  
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The study starts with two different cases to be analyzed, that is when all inputs of the 

system affect all outputs of the system and when all inputs of the system does not affect all outputs 

of the system.  

4.2. ALL INPUTS OF THE SYSTEM DOES NOT AFFECT ALL THE OUTPUTS 

When all inputs of a system do not have an effect on all the outputs, we need to check 

individually each input-output combination. Assume a system, having two inputs and two outputs 

and both the inputs simultaneously have no effect on each output. Thus, to test the effect of each 

input on each output terminal we need to individually test all the possible distinct combinations. 

Therefore, for a system in which all inputs of the system do not affect all outputs the maximum 

possible test cases will be the maximum distinct possible combinations.  

For a system with two inputs and two outputs, all possible test cases will be (In1, Out1), 

(In1, Out2), (In2, Out1), (In2, Out2), (In1, In2, Out1), (In1, In2, Out2).  So, the maximum possible 

test cases in this case can be calculated by simply applying the relation to find the maximum 

distinct combinations that is (2𝐶1
+ 2𝐶2

)  if there is only one output. When there is more than one 

output the relation changes into (2𝐶1
+ 2𝐶2

) ∗ no of outputs .  

Thus, maximum possible test cases = (𝒊𝒏𝑪𝟏
+ ⋯ + 𝒊𝒏𝑪𝒏

) ∗ 𝐧𝐨 𝐨𝐟 𝐨𝐮𝐭𝐩𝐮𝐭    

where i is the number of inputs and n is the number of equivalent input classes.  

 

4.3. WHEN ALL INPUTS AFFECT ALL OUTPUTS 

 Now on considering the systems in which when all inputs simultaneously affect all the 

outputs, that means only applying input one and keeping input two vacant will have a major effect 

on the output of the system we need to begin with the number of inputs and number of outputs. 

Here, there are two different possibilities to start with. The number of inputs of the system can be 

equal to the number of outputs of the system and the number of inputs of the system are not equal 

to the number of outputs of the system.  

4.3.1. NUMBER OF INPUTS EQUAL TO THE NUMBER OF OUTPUTS 

When the number of inputs of the system is equal to the number of outputs of the system 

we need to find the maximum possible test cases to design the test suite. For finding the general 

trend, we can start from a system having one input and one out and increase the number of inputs 

and outputs gradually.  
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All the possible combinations of test cases are calculated manually and displayed in a 

tabular format in figure 4.3.1. 

 

Table 4.1: Maximum possible test cases when number of inputs are equal to number of 
outputs. 

 

4.3.2. NUMBER OF INPUTS NOT EQUAL TO NUMBER OF OUTPUTS 

 The second scenario is when the number of inputs of the system is not equal to the number 

of outputs of the system. In this case we can have two possibilities to work on, either the number 

of inputs is greater than number of outputs or the number of inputs is less than number of outputs 

of the system. Both the cases are analyzed manually and all the possible test cases are noted down 

in a tabular format for both the cases. Here also we follow the same procedure we have followed 

in case 4.2.1.  

 

Table 4.2: When number of inputs are less than number of outputs of the system 
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Table 4.3. When number of inputs are greater than number of outputs of the system 

 

To move forward and make the analysis easier go ahead with the assumption that in the 

systems that we are going to analyze all inputs have a simultaneous effect on all outputs or all 

outputs are dependent on all inputs. Till now we were only discussing about the number of inputs 

and number of outputs, but the function that we chose to analyze has both input and output 

equivalent classes. Thus, we need to analyze the system in which all inputs have an effect on all 

outputs and both input and output equivalent classes are present. Consider three scenarios to begin 

with  

4.3.3. Multiple input equivalent classes are present in a system with single output 

equivalent class 

4.3.4. Multiple output equivalent classes are present in a system with single input 

equivalent class 

4.3.5. A system with multiple input and output-equivalent classes. 

4.3.3. MULTIPLE INPUT EQUIVALENT CLASSES AND SINGLE OUTPUT 

EQUIVALENT CLASS 

Consider a system having two inputs and one output as displayed in figure 4.3.3.1 for the 

evaluation. 
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Figure 4.3.3.1. System with two inputs and one output 

Here, In1 and In2 are the two inputs of the system under test and Out 1 is the output of the 

system. Now as per our first assumption both inputs that is In1 and In2 simultaneously affect Out 

1.  To analyze the first scenario, a system with multiple input equivalent classes and single output 

equivalent class, consider that In1 is having two input equivalent classes and In2 is also having 

two equivalent classes.  

Let us mark the equivalent classes for input one (In1) as In11 and In12. For the second 

input, In2  mark the equivalent classes as In21 and In22. As per the condition the output is having 

only one equivalent class thus there is no need to specifically mark the output equivalent class. 

Thus, we can call the output equivalent class as Out1. The system with both input-equivalent 

classes is displayed in the diagram below. 

 

 

  

 

 

Figure 4.3.3.2. System with two inputs and input equivalent classes 

Now, we have to find all the possible test cases that can be performed on this system to 

realize all the possible outputs that can be obtained from the system. When input one is applied to 

the system, we have two possibilities, either we are applying In11 or In22. Similarly, for input two 

we are applying either In21 or In22. Thus, to test the system we need to analyze all the 

combinations between input equivalent classes.  

Here, we have two equivalent classes for each input. Therefore, the maximum possible 

combinations that we can obtain from this scenario is four. The maximum test cases which can be 

performed on this system are as follows: 

In 1 

In 2 
Out 1 system 

In 1 

In 2 Out 1 system 
In11           In12 

In21          In22 
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• When In11 and In21 are applied to obtain Out 1 

• When In11 and In22 are applied to obtain Out 1. 

• When In12 and In21 are applied to obtain Out 1. 

• When In12 and In22 are applied to obtain Out 1. 

 

In this case we can conclude that the maximum possible test cases are the maximum possible 

distinct combinations of input equivalent classes. However, here there is only one output port 

available for our system. Our assumption was there is only one equivalent class for the output of 

the system. This does not mean that the system will only have one output. There will be a number 

of outputs for the system but the number of equivalent classes for each output is one.  

For finding a general equation in this scenario we need to perform more analysis on the system 

when there are: 

• More than one output for the system and, 

• Systems with more than two input equivalent classes. 

This is because with considering only one scenario in which a system having two equivalent 

classes does not provide us any information on how we can find the maximum possible test cases 

in a scenario where there are more than two equivalent classes for each input. For this purpose, 

we have to increase the number of equivalent classes for each input and manually calculate all the 

possible test cases that can be performed while focusing on the input approach. Then finally we 

have to conclude with the general equation which is derived from the calculations performed. 

Note that we are increasing the number of equivalent classes for each input and for the 

convenience of evaluation we are keeping the number of inputs as two. Now consider a system 

with two inputs in which input one is having three equivalent classes and input 2 is having two 

equivalent classes. The system has a single output with one equivalent class as per the initial 

condition. Let the equivalent classes of Input 1 be In11, In12, and In13. The equivalent classes for 

input 2 be In21 and In22. The maximum possible test cases will be: 

• In11 and In21 applied to get Out 1. 

• In11 and In22 applied to get Out 1. 

• In12 and In21 applied to get Out 1. 

• In12 and In22 applied to get Out 1. 

• In13 and In21 applied to get Out 1. 
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• In13 and In22 applied to get Out 1. 

The maximum possible test cases that can be developed to test a system with two inputs 

and one output in which input one having three equivalent classes and input two having two 

equivalent classes are six. On increasing the numbers further and analyzing we can conclude that 

if there are only one output equivalent class the maximum possible test cases will be the product 

of the input equivalent classes available.  

Our second condition is to increase the number of outputs. Therefore, consider the first 

system with two inputs with two equivalent classes for each input and increase the number of 

outputs to two.  

The maximum possible test cases in this scenario will be: 

• In11 and In21 applied to get Out 1. 

• In11 and In22 applied to get Out 1. 

• In12 and In21 applied to get Out 1. 

• In12 and In22 applied to get Out 1. 

• In11 and In21 applied to get Out 2. 

• In11 and In22 applied to get Out 2. 

• In12 and In21 applied to get Out 2. 

• In12 and In22 applied to get Out 2. 

Now on analyzing this, we can see that there are redundant test cases available. On 

eliminating the redundancy, we get four test cases in this scenario also. So, we can conclude that 

the number of outputs does not affect our calculation when the outputs are having only one 

equivalent class. Therefore, from the analysis we can conclude with a general equation as 

explained below. 

The maximum possible test cases while concentrating on input approach when a system is 

having only one equivalent class for each approach will be as follows. 

#Test Cases      = [                                                                            ]* Out 

 

On eliminating the redundancy, the equation becomes, 

            #Test Cases      = [                                                                           ] ,  

∏(𝑛𝑜 𝑜𝑓 𝑒𝑞𝑢𝑖𝑣𝑎𝑙𝑒𝑛𝑡 𝑐𝑙𝑎𝑠𝑠𝑒𝑠 𝑜𝑓 𝐼𝑛𝑖)

𝑛

𝑖=1

 

∏(𝑛𝑜 𝑜𝑓 𝑒𝑞𝑢𝑖𝑣𝑎𝑙𝑒𝑛𝑡 𝑐𝑙𝑎𝑠𝑠𝑒𝑠 𝑜𝑓 𝐼𝑛𝑖)

𝑛

𝑖=1
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Where ‘n’ is the number of inputs and ‘i’ is the number of equivalent classes for corresponding 

input.  

We can conclude this analysis by realizing the graphical representation of the maximum 

possible test cases a system can have with different number of input equivalent classes. The 

equivalent classes for input 1 and input 2 are represented on x and y axes and the maximum 

possible test cases for each combination is represented on the z axis. 

 

Figure 4.3.3.3. graphical representation of the maximum possible test 

cases a system can have with different number of input equivalent classes 

The graph represents the maximum possible test cases when input one and two are having 

1, 2, 3, or 4 equivalent classes. As we have eliminated the redundancy, the general equation 

satisfies for each real point in the graphical representation. 

4.3.4. MULTIPLE- OUTPUT AND SINGLE INPUT EQUIVALENT CLASS 

In scenario 4.3.3, we have analyzed a system with multiple input equivalent classes and 

single output equivalent class. In real life scenario there will be more than one equivalent class 

present for each output. Therefore, we need to find what will be the general trend when there are 

more than one output equivalent class present. For the convenience of the analysis to be performed 
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we are considering that there is only one input is available and there is only one input equivalent 

class.  

To begin with, consider the following system with one input with one input equivalent 

class and one output with two output equivalent classes. Let In1 be the input and Out11 and Out12 

be the output equivalent classes of output Out1.  

 

 

 

 

Figure 4.3.4.1. System with one input and two output equivalent classes 

Here we have the possibility of two test scenario, either we will be applying input one and 

we can get Out 11 as the output or apply input one and get Out12 as the output. Therefore, the 

maximum possible test cases to obtain hundred percent coverage on the system is two. Now we 

have to increase the number of outputs to concentrate more on the output approach.  

Consider the system with two outputs and each output is having two equivalent classes 

respectively. Let the outputs be Out 1 and Out 2. The output equivalent classes for Out 1 be Out11 

and Out12. The equivalent classes for Out 2 be Out21 and Out22. Our first assumption is valid in 

this scenario also, that is all inputs affect all outputs simultaneously. Therefore, on applying input 

one we can obtain the following possible combinations of outputs. 

• Input one applied to obtain Out11 and Out21. 

• Input one applied to obtain Out11 and Out22. 

• Input one applied to obtain Out12 and Out21. 

• Input one applied to obtain Out12 and Out22. 

Here the maximum test cases which can be obtained when a system with two outputs each 

having two output equivalent class and two inputs are four. Now increase the number of output 

equivalent classes and calculate the maximum possible test cases that can be obtained for each 

scenario.  

Note that the number of outputs is kept constant as two and the number of output equivalent 

classes are increased. Increasing the number of outputs does not create any change in the final 

System 

Out1 

Out11    Out 12 In1 
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formula obtained. Only the number of equivalent classes for each output affects the calculation. 

The result of this calculation is expressed in graphical format as below. 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Figure 4.3.4. Graphical representation of System with multiple output 

equivalent classes and single input equivalent class 

The x and y axes represent the number of equivalent classes for output 1 and output 2. The 

z axis represents the maximum possible test cases that can be derived for each value on the x and 

y axes. All the values are manually calculated and verified so as to find the maximum distinct test 

cases for each co-ordinate.  

From the analysis, a general trend is observed and a mathematical equation is derived for 

finding the maximum possible test cases that can be developed when a verification engineer if 

following the output-based approach to analyze a system with multiple output equivalent classes. 

The formula is as follows: 

Maximum possible test cases =   ∑ 𝒏𝒖𝒎𝒃𝒆𝒓 𝒐𝒇 𝒆𝒒𝒖𝒊𝒗𝒂𝒍𝒆𝒏𝒕 𝒄𝒍𝒂𝒔𝒔𝒆𝒔 𝒇𝒐𝒓 𝒐𝒖𝒕𝒑𝒖𝒕𝒊
𝒏
𝒊=𝟏  , 

Where the number of input equivalent class is one. 
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4.3.5. SYSTEM WITH MULTIPLE INPUT AND OUTPUT EQUIVALENT CLASSES 

In scenarios 4.3.3 and 4.3.4 we were analyzing on the basis of making either the number 

of input or output equivalent classes static. This was done for the convenience of analysis and to 

help the test engineer to decide whether the input or the output approach allows him or her to reach 

the goal with minimum effort.  

In real life situations there are situations where a system will have both input and output 

equivalent classes. Therefore, the test engineer can decide whether to focus on input-based 

approach, output -based approach or use the combination of both input and output-based approach 

to generate the maximum coverage with minimum effort.  

For evaluating this scenario, consider a system with two inputs and two outputs. Let the 

inputs and outputs be In1, In2 and Out 1, Out 2 respectively. Let the input equivalent classes be 

In11, In12 for In1 and In21, In 22 for In2. The output equivalent classes will be Out11, Out12 for 

Out1 and Out21, Out22 for Out 2. 

 

 

 

 

Figure 4.3.5.1. System with two input and two outputs with two 

equivalent classes for each input and output 

 

Here, there are sixteen test cases generated for a simple two input two output system. Thus, 

we can understand clearly that how small the system be, depending on the number of equivalent 

classes the system can get complex at the time of verification.   

By increasing the number of input and output equivalent classes and generating the maximum 

possible test cases for each combination a graph is plotted as follows to characterize a general 

trend so that we can derive a general equation. The plotted graph is displayed below. 

 

 

 

System 

In1 

In11           In12 
In2 

In21          In22 

Out11          Out12 

Out21          Out22 
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Figure 4.3.5.2. Graphical representation of maximum possible test cases 

for system with multiple input and output equivalent classes 

The x axis represents the output equivalent classes. The y axis represents the input 

equivalent classes. The maximum possible test cases that can be generated are represented by the 

z-axis. For the convenience of plotting the graph the x and y axes represents the total sum of 

equivalent classes in each stage, that is it if input 1 is having two equivalent classes and input 2 is 

having 2 equivalent classes corresponding y axis cordinate is 4.  

From the above graphical representation we can understand that for a simple system , if 

there are more equivalent classes present for the input and output the maximum possible test cases 

will be more as compared to the input-based or output-based approach.  

A general trend has been plotted and a mathematical formula has been derived for 

calculating the maximum possible test cases that can be generated when a test engineer follows 

this approach. The mathematical representation is given below: 
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Maximum possible test cases =  

 

 

From the theoretical analysis, we have concluded with three different set of equations 

which can be applied while designing the test cases for each approach that can be followed. 

Remember the function mentioned in figure 4.2, our main aim is to design test cases for this 

function using the best approach.  

Now we have the theoretical equations, however we have not yet proved that the theoretical 

analysis is practically correct for our system under test. Therefore, we have to verify the genuinity 

of the formulas for each approach using this system. Chapter 4 explains the designing of test cases 

using the results of theoretical analysis on NVM function depicted in figure 4.2. 

 

 

 

 

  

∏ (𝑛𝑜 𝑜𝑓 𝑒𝑞𝑢𝑖𝑣𝑎𝑙𝑒𝑛𝑡 𝑐𝑙𝑎𝑠𝑠𝑒𝑠 𝑜𝑓 𝐼𝑛𝑖) 𝑛
𝑖=1 * ∏ (𝑛𝑜 𝑜𝑓 𝑒𝑞𝑢𝑖𝑣𝑎𝑙𝑒𝑛𝑡 𝑐𝑙𝑎𝑠𝑠𝑒𝑠 𝑜𝑓 𝑂𝑢𝑡𝑖)

𝑚
𝑖=1   
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CHAPTER 5: RELIABILITY CHECK FOR THEORETICAL ANALYSIS 

In the previous chapter we have seen that there are three main methods to approach a 

system under test and we also derived the mathematical formulas to calculate the maximum 

possible test cases that can be generated. Now we have to verify whether our formulas are true 

in practical scenario and we can apply it on our systems to receive desirable results. For this 

purpose, we are using MATLAB Simulink Test harness to design the test cases, get the coverage 

results and also the outputs. 

The following diagram shows the system under test. We are initially using the same NVM 

function described in previous chapter (figure 4.2). 

 

Figure 5.1: System Under Test 

Here, the system has three inputs namely x, y and z. The system is having one output 

named out with four equivalent classes. Now we are applying our input-based approach and 

output-based approach on this system to find out whether our theoretical analysis is reliable and 

which is the best way to verify the system to have the desired coverage.  

For the practical analysis to begin with, first we are focusing on the output-based 

approach. As the system is having only one output and the output is having four equivalent 

classes, as per our conditions there will be a maximum of four test cases designed to get the 

desired results. For the analysis we are using the test harness feature of Simulink as we have the 

MATLAB model of the system. Therefore, we have to generate a Simulink Test harness for the 

system and the generated harness is displayed below. 
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Figure 5.2: MATLAB Simulink Test harness of figure 5.1 

The above diagram represents the Simulink test harness generated in which the input is 

given to the system through the test sequence feature of Simulink. With the test sequence we can 

design different scenarios. Here we have taken each scenario as one test case. Thus, we have four 

scenarios inside the test sequence with which we will generate all the four outputs.  

 

Figure 5.3: Test Sequence Editor 

Figure 5.3 shows the test sequence editor of MATLAB in which we have switched the 

test case mode to scenarios. Scenario_1, Scenario_2, Scenario_3, and Scenario_4 shows the 

scenarios designed based on the output approach for the system. On checking the contents 

inside each scenario, we can see that we have chosen the inputs in such a way that they will 

give us the desired output that is, the values of x, y and z are calculated such that for scenario_1 

it will give the output value as out0, for scenario_2 it will give out1 and so on.  
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The next step is to create a test suite inside MATLAB to run the scenarios created 

automatically. So, using the test manager feature inside MATLAB we can create attest suite 

and inside the test suite we can create a test case for each scenario. Thus, once we are executing 

the test suite all the test cases inside the test suite will be executed and the report will be 

generated. This will be explained in detail in chapter 6.  

We only concentrate on the designing of test cases and the results generated in this 

chapter. So, we have designed four test cases on following the rule. Now on executing these 

four test cases we have received the following output results. 

 

Figure 5.4: Four outputs generated using the execution of the test suite 

Here, on concentrating on our output-based approach we have received all our four output 

equivalent classes as outputs with just four test cases.  Now we need to focus on input-based 

approach. We need to find how many test cases will be required to receive all the output 

equivalent classes and the desired coverage. We will compare and analyze the coverage results 

of both the approaches at the end.  

On concentrating on the input approach, the system has three inputs x, y, and z. Input 

x has three equivalent classes, y has three equivalent classes and x has two equivalent classes. 

These equivalent classes are found out as follows: 

• If the value of x is greater than 10 it will provide out0, if the value of x is greater 

than 7 it will give out1 and the values 0 to 7 gives another output.  
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Thus, we can see that there are three different range of values for which a different set 

of output is received. Therefore, we can conclude that the input x is having three equivalent 

classes (Re-collect the definition of equivalent classes in previous chapters). 

• Input Y is also having three equivalent classes. If the value of y is greater than 

15 output 0 is received, if the value of y is greater than 4 the output will be Out2. 

For the values of y from 0 to 4 the output received will be based on the other 

inputs. 

Thus, we have three input equivalent classes for input y. Now we have to consider input z and 

their equivalent classes before we finally concentrate on designing the test cases.  

• Here, input z has two equivalent classes, if the value of z is greater than 10, the 

system will give the output as 0 and for all values of z less than or equal to 10 

the output will be 3.  

We have calculated all the equivalent classes for all the inputs and the next step is to concentrate 

on designing the test cases based on the equivalent classes of each input. We are concentrating 

on all possible combinations of input equivalent classes so that we will not miss any possible 

test scenario. There will be eighteen combinations of distinct test cases when we approach the 

system through input method and they are explained in detail below. 

• When x<11, y<16 and z <11 

This is the first and the most basic condition to enter into the system. If the 

values of x, y and z are in this range, then only the system will function. If any 

of the inputs are not in this range then as we know, we will receive an error 

output that is 0 as output.  

• When x>10 or y<16 or z < 11 

When the value of x, y and z are not in the range that is when x is greater than 

10, y is greater than 15 and z is greater than 10 we will always receive zero as 

the output. Even though we are having redundant test cases, on concentrating 

on the inputs we have to design three test cases with these scenarios. This will 

check all the possible conditions to be evaluated for the system under test. 
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• When x > 6, y<16 and z<11 

When the value of x is greater than 6, the NVM_write function will check for 

the value of address and it will see that the address is not in the range to move 

forward to the Get_status function. Thus, an error will be produced which in 

turn will result into output 1.  

• When x<7, y<16 and z<11 

When the value of x is less than seven, the system will move forward to 

Get_status block from the NWM_write and according to the value of y and z 

the further output will be declared. 

• When x< 7, y > 4 and z<11 

When the value of y is greater than four, the system will not be able to move 

forward to the next block so it will provide an error message as output 2. 

• When x<7, y<5 and z<11 

When the value of y is less than 5, the system will move forward to the Get_Data 

block and we will receive a positive output at the end as 3. 

With the above conditions we will be able to make eighteen distinct combinations 

which can be redundant. The redundant test cases are not mentioned in the above explanation. 

The above list only depicts the conditions which are leading to the designing of the test cases. 

Numeric values can be added to the conditions as per the requirement and running the test cases 

will provide the required output. 

 

5.1 DECISION, CONDITION AND MCDC COVERAGE 

We have been using the terms Decision coverage, condition coverage and MCDC 

coverage while explaining about designing the test cases in previous chapters. Now to move 

forward with the results and explanations of the test scenarios designed, we must know what 

are these terms in detail.  

5.1.1. DECISION COVERAGE 

 The Decision coverage of a system aims to ensure that each one of the possible branches 

from each decision point is executed at least once and thereby ensuring that all reachable 

code is executed. In simple terms it means that all the decision points in a system is executed 

at least once in a test suite. If this is successfully done, we will obtain hundred percent 
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coverage on Decision parameter. The 100 % Decision coverage ensures the test engineer 

that he or she has designed the test scenarios in such a way that the entire system is covered.  

5.1.2. CONDITION COVERAGE 

 The Condition coverage also known as Predicate Coverage in which each one of the 

Boolean expressions have been evaluated to both TRUE and FALSE. Thus, in a system 

especially in our scenarios, it always emerges like if a condition is true follow one branch 

and if a condition is false follow another branch. If a system is designed such that all the 

conditions have their own true and false branches and the test cases designed by the test 

engineer evaluates all these true and false conditions the final report will provide a hundred 

percentage condition coverage. 

5.1.3. MODIFIED DECISION OR CONDITION COVERAGE 

 In Modified Decision or Condition Coverage or the MCDC Coverage, each condition 

should be evaluated at least once which affects the decision outcome independently. In our 

context attaining hundred percentage in MCDC is not mandatory. 

The coverage analysis settings of MATLAB enable the test engineer to enable the 

required coverage settings. The coverage metrices of MATLAB are Decision, Condition, 

MCDC, Lookup Table, Signal Range, Signal Size, Simulink Design Verifier, Saturation on 

integer overflow, and Relational Boundary. We are only using the Decision, Condition and 

MCDC coverages.  

 

5.2. TEST RESULTS AND REPORTS 

 For executing the test cases designed using the test scenarios of the test sequence editor 

feature of the harness navigate to Test Manager. Inside test manager create a new test suite 

with a recognizable name for the function. Enable the required coverage matrices for the test 

suite under Coverage Settings. Also choose the required format of the report to be generated 

and the location to be saved under the Test File Options.  
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Figure 5.5: Test Suite Created Inside MATLAB Test Manager 

Now a folder named input approaches is created inside the test suite and eighteen test 

cases are created under the folder. For each test case choose the system under test option and 

provide details of the model and the harness to be tested. Inside the Inputs option, Choose the 

test sequence block and override the default value with the appropriate scenario to be run within 

the corresponding test case. The images below show a test case inside a test suite.  

 

Figure 5.6: Test Case Created Inside a Test Suite in MATLAB Test 

Manager with settings to choose the system and harness under test. 
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Figure 5.6: Test Case Created Inside a Test Suite in MATLAB Test 

Manager with settings to override the default input scenario. 

  

When we run the folder, all the scenarios will be executed and the output results will 

be displayed in graphical format inside the generated report. Also, the coverage results and the 

percentage of coverage obtained for each coverage matrix can be viewed inside the report.  

 Now we have designed both input-based and output-based test cases for the system in 

Figure 5.1 and we have created a test suite named function under test for executing the 

scenarios. There are two folders created inside the test suite which are named as Output-Based 

Approach and Input-Based Approach. The output-based and input-based approaches as the 

name implicates contains the test cases which are designed as per our theoretical analysis. Now 

each folder is executed separately and the results and reports are verified.  

 The coverage matrics such as Decision, Condition and MCDC are evaluated the results 

can be observed inside the test manager panel as shown below. 
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Figure 5.7: Coverage Results for Output Based Approach for the system 

under test from figure 5.1 

 

 

Figure 5.7: Coverage Results for Input Based Approach for the system 

under test from figure 5.1 

From both the results we can conclude that we have obtained 100 percentage coverage 

for Decision parameter with four test cases in output approach and eighteen test cases in input-

based approach. If the priority of the development team is to only obtain decision coverage, we 

can proceed with the output-based approach.  
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In the second image, Figure 5.7 hundred percentage coverage is obtained for decision, 

condition and MCDC parameters using the input-based approach. So, when the project requires 

all the three parameters to be hundred percentage we can proceed with the input-based 

approach. If we are only focusing on Decision parameter the output-based approach is best in 

this scenario. 

The below diagram depicts the output of the eighteen test cases that are developed based 

on the input approach. We can see that only four output equivalent classes are acquired in the 

output end, but there are many redundant test cases which provides the same output level. 

 

Figure 5.8: Output obtained by using input-based approach 

 As explained above, if we eliminate the redundancies in test cases, the hundred 

percentage coverage in Condition and MCDC will not be acquired.  

Our main aim was to prove that the theoretical equations that we have developed and 

the way to find the best approach using these equations are valid in real life scenarios. The 

above example states that the theoretical equations and methods hold true for this system. But 

just with verifying one system we cannot claim that these equations will be true for every 

system under test. For verifying the integrity of the theoretical findings, we have chosen two 

more functions and performed similar operations. 

Consider the system under test depicted in the following state flow diagram which reads 

two inputs and compares the input values with already available reference values. 
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Here x and y are the inputs of the system and z is the output of the system. On looking 

to the system, we can see that there are four equivalent classes for the output and we can obtain 

all the four outputs of the system by designing four test scenarios. Thus, on following the 

output- based approach four test cases have been designed for the system. 

 

Figure 5.9: System Under Test 2- Function to compare inputs. 

 

The system gives an output value of z = 2 when the value of x is not less than or equal 

to 10 and the value of y is greater than 15. Thus, the first test case for the system in output-

based approach will be giving values for x greater than 10 and y greater than 15. The second 

test scenario will be the value of x less than seven and y less than 9. This scenario will provide 

the output value 3. When the value of x is equal to the reference value eight and value of y is 

equal to the reference value 10, the system will provide an output value of 1. When the value 

of x is greater than six and value of y is greater than 9 and at the same time the values of x and 

y are not equal to the reference values the output received will be zero. 

Thus, the output-based approach describes these four test cases and on executing these 

four test cases with the same procedure as explained for the function in Figure 5.1, we receive 

hundred percentage decision coverage for the system.  
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Figure 5.10: Results obtained using output-based approach 

 The four output equivalent classes are obtained using this approach, as we check the 

top scroll of the graphical representation, we can see that the four equivalent classes are 

obtained only using four test cases and those four results are represented using different colors. 

The below image represents the decision coverage, condition coverage and the MCDC 

coverage obtained for the system under test using the output-based approach.  

 

Figure 5.11: Coverage results for output-based approach 
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Thus, using the output-based approach the test engineer could attain hundred percentage 

coverage for Decision parameter, 75 percent coverage for the condition and 50 percent for the 

MCDC.  

 Now, we need to focus on designing the test suite the input-based approach for 

comparing both the approaches and prove that our theoretical analysis holds true for every 

system under test. The system has two inputs x and y and the two inputs have four equivalent 

classes. After finding all the equivalent classes of the system and eliminating the redundancy 

of the test scenarios, we have found nine test cases which will result in hundred percentage 

coverage for the system in all the three matrices of coverage settings.  

 The test cases are designed as follows, when the value of x is greater than 10 and value 

of y is greater than 15 it exceeds the range of inputs. Therefore, the first test scenario will be 

of values that exceeds the range of the inputs. The second equivalent class of inputs that provide 

a different output is when the value of x and y are equal to the reference values.  The third 

equivalent class of inputs is when the value of x is less than seven and the value of y is less 

than 9.  

 

Figure 5.12: A branch being executed inside the state flow diagram 

 

The fourth equivalent class of inputs is when the value of x is greater than 6 but not 

equal to the reference value and the value of y is greater than 8 but not equal to the reference 

value. On analyzing all the combinations, we will receive a total of nine test scenarios. Note 

that we have to choose the values of x and y such that the redundancy in test cases is eliminated.  
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Figure 5.13: Outputs obtained with input-based approach 

 

The above diagram shows the results obtained using the nine test scenarios in input-

based approach. The outputs obtained are displayed in different colors and we can see the nine 

output results obtained have some redundancies even after eliminating all possible redundant 

test cases on concentrating on inputs and distinct inputs are applied to the system. 

 

 

Figure 5.14: Coverage results obtained with input-based approach 
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Thus, on comparing the input-based and output-based approach we can see that our 

theoretical analysis holds true for both the systems. As mentioned in case of the first system 

(Figure 5.1) the test engineer can choose whether to follow the input-based approach or the 

output-based approach to design the test suite depending upon the complexity and importance 

of the project. If an intermediate release version is available and only regression is to be 

performed the test engineer can choose the output-based approach if the number of output 

equivalent classes are less than number of input equivalent classes. 

 Till now we have considered different systems with only one output. Now for checking 

the reliability of our theoretical analysis, we are designing a system with multiple outputs and 

output equivalent classes. A real function which provides multiple equivalent classes is chosen 

and the state flow diagram of the function is designed with use of MATLAB. For this, as 

explained in the previous chapter first the function written in C language is converted to a flow 

chart and then the flow chart is converted to the state flow diagram.  

 

Figure 5.15: System with multiple outputs 

 The system writes the input data and the input data is displayed at the output through 

the data port. The second output port out shows the error messages at each stage of execution 

and at the final stage if the data is written successfully a success message is displayed. For each 

error and the success message in the function, we have used numerical values such as 1, 2, 3, 

and 4 here while designing it in MATLAB for the convenience. 
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 Similar with the previous two systems, we are proceeding with designing test suite with 

both the input-based and output-based approaches. Here, the system has three inputs the 

address, data and the length of the data, x is the address, y is the length and z the data. As z is 

directly displayed at the output port if certain decisions are taken based on the address and 

length only x and y have effect on output and the equivalent classes are available only for x 

and y.  

 The data is set to zero initially and if there are error scenarios occurred the value of data 

will always be displayed as zero along with the error message. In case of the actual data given 

at the input port as zero, the output will be zero for data with a success message that is output 

1 zero with output 2 four.  

In the output-based approach, Output two has four equivalent classes, either the error 

messages or the success message and output one has two equivalent classes, either value of the 

input data or zero. Therefore, we need to design four test cases to obtain the four equivalent 

classes of output 1 and two test cases to obtain the two equivalent classes of output two. As the 

outputs are dependent, we can avoid the redundancies and in total we need to design four test 

cases. 

When the value of x is greater than 10, output 1 gives the error message 1 and the output 

two will be zero. When the value of x is less than 11, the Get_Status block acquires the value 

of y and checks whether the value of y is less than x, if the value of y is greater than x then 

output 1 gives the error message 2, if not then the system execution proceeds to next block. At 

the Get_Data block the system checks if the value of y+1 is not equal to x, if it is equal to x 

then the output 1 receives the error message as 3. In both these cases the value of output 2 will 

be zero. If all these conditions are true then the final block is executed and the data is written 

and displayed at the output port with the success message. These are the four test cases that can 

be developed using the output approach.  
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Figure 5.16: The results of outputs obtained with output-based approach 

 

The above diagram shows the results obtained using the output-based approach. Here 

also hundred percentage coverage is obtained for decision parameter. As the entire execution 

of the system depends on comparing the values of x and there are only decision points and no 

negative condition points available in the branches, even though we have designed the test suite 

to evaluate the condition and MCDC coverages, the condition and MCDC are not evaluated by 

MATLAB for this system. 

 

Figure 5.17: Coverage results for output-based approach 

 Now focusing on the input-based approach, we have two equivalent classes for input x 

that is x<11, x>10, x > y and x != y+1  . For input y, there is no limit mentioned and the further 
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execution of the system depends on the value of x every instance. Therefore, we can say that 

only x has equivalent classes and there are four equivalent classes for x.  In this case 

concentrating on the inputs also, we have to design four test cases. 

  

Figure 5.18: Results obtained using input-based approach 

 

Figure 5.19: Coverage results obtained using input-based approach 

Our theoretical equations hold true in both cases for the number of test cases in both 

the approaches. If we calculate the total number of test cases for the system under test using 

our equations for the output-based approach we will receive a total of six test cases, here for 

our system also we can obtain six test cases, but due to redundancy we have eliminated those 

two test cases while designing the test suite and those two test cases are not displayed in the 

final test results only because both the outputs are inter-dependent.  
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Thus, with the output-based approach we have 6 test cases for the system and with the 

input-based approach we have 4 test cases. We have also attained hundred percentage coverage 

for decision parameter in both the cases. Thus, it is the choice of the test engineer now to 

finalize which is the best approach to design the test suite on considering all the factors 

affecting the execution and the coverage matrices required for each project. 

All the three systems that we have verified proves that the theoretical equations that we 

have obtained by our analysis holds true for each system under test and is reliable for the test 

engineer to consider these formulas while designing a test suite to find the best way to approach 

a system under test.  

One of the main goals of the project has been achieved in this stage and as mentioned 

earlier there are no known previous evaluations or researches performed on this topic till date. 

In the upcoming chapter we will be approaching the Product Architecture of the automotive 

microcontroller on having all these concepts in mind and the test suite will be designed 

considering these formulas. 
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CHAPTER 6: TEST DESIGN FOR PRODUCT ARCHITECTURE  

Chapter two explains the necessity of the early-stage product architecture verification 

of an automotive micro-controller. We have been using the term Product Architecture 

frequently in previous chapters, however this chapter explains what the product architecture of 

an automotive micro-controller is, the verification plan and the automation of test suite for the 

continuous evaluation. 

6.1: PRODUCT ARCHITECTURE 

The structuring (or chunking) of a product's functional components is known as product 

architecture. It is the interactions between these components, or chunks. It has a big impact on 

how to create, produce, market, use, and maintain a new product. linking system-level design 

to system engineering principles.  

 

Figure 6.1: An automotive microcontroller manufactured by Infineon 

There are two different types of product architecture development named modular and 

integral product architectures in the industry nowadays. A family of automotive 

microcontrollers developed inside Infineon uses the same product architecture unless there is 

a main functional change. In some scenarios, the product architecture or some features or 

blocks in the product architecture of one product in a product line is adapted partially or 

completely for another variants.  

The product architecture development and evaluation are mainly carried in the 

Enterprise Architect software. Infineon uses UML for the development purposes of the 

automotive microcontrollers. The Enterprise Architect model of the product architecture 

compliments with the MATLAB Simulink state flow diagrams. Migration of the product 

architecture to MATLAB is the easier method as Enterprise Architect does not provide the 

features of developing a test suite and the automation of it inside the software. 
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Most of the automotive microcontrollers developed inside Infineon uses Infineon’s 

coreless transformer technology and galvanic isolation. The pin configuration of Infineon’s 

automotive IGBT is displayed below.  

 

Figure 6.2: Pin configuration of a high voltage automotive IGBT driver 

 The product architecture of an automotive microcontroller is developed in MATLAB 

Simulink using the state flow diagram feature. The functionalities, the terminals and the input 

blocks of the product architecture are not explained in detail in this chapter so as to follow the 

confidentiality agreement with the organization. The general outline of the product architecture 

and the test suite designed is explained in detail. 

 The Simulink model below displays the product architecture model. This Product 

Architecture comprises of 16 input and 16 output ports.  
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Figure 6.3: Product Architecture Model in Simulink 

 The system is designed in such a way that the inputs are fed to the system through a 

spreadsheet. The spreadsheet contains the input signals with different values for different time 

instances. The distinct input signals are fed to the system with a time gap of 0.1 second. We 

are validating the state diagrams and the time specified is only a parameter to feed different 

states into the system. The time range varies from 0.1 second to 10 seconds. After executing 

different values of inputs for the first ten seconds the system stops the execution and the output 

signals are obtained. Sixteen output signals along different Sim Output that is whether each 

block is executed or not in each time instance can be visualized using the data inspector feature 

of the Simulink.  

6.2. TEST HARNESS CREATION FOR PRODUCT ARCHITECTURE 

Before developing a test suite for the Product Architecture, we need to create a Simulink 

test harness for the system. A test harness is a model with inputs, outputs, and verification 

blocks set up for various testing scenarios that isolates the component being tested. A test 

harness can be made for a single model element or for the entire model. We can test a model 

or a model component in different environments using the test harness. 

Here, the product architecture operates in four different modes namely the User mode, 

Debug mode, BSL mode, and BSL far mode. The BSL mode and BSL far modes are the 
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bootloader modes of the automotive microcontroller. BSL stands for the Boot Strap Loader in 

automotive industry inside the firmware ROM.  

Only when the Boot ROM is running on the device can a BSL connection be made. The 

device must be reset, either by a power-up-reset (POR) or by a PIN reset, in order for the device 

to execute the BSL in the Boot ROM. 

The BSL connection acceptance window opens after the reset release and certain basic 

initializations of the device have been completed. This time window's duration is determined 

by the None-Activity-Counter (NAC). Once the BSL connection window has been opened, a 

BSL connection attempt must be made, and the attempt must be completed before the BSL 

connection window shuts with the expiration of the NAC.  

Thus, to operate the system in different modes, we need to create different test cases 

that overwrites the inputs fed into the system through the spreadsheet. For this purpose, we 

need to develop a test harness which can called inside the test suite. 

 The test harness created for the product architecture using the MATLAB’s test harness 

feature is displayed below.  

 

 

Figure 6.4: Test Harness generated for Product Architecture 



63 
 

As explained in the fifth chapter, here also we are using the test sequence feature of the 

MATLAB for feeding the inputs into the system. The generated test harness is tested for the 

reliability and the coverage analysis of the test harness is also performed for verifying whether 

the harness is functioning properly.  

The outputs signals generated through the execution of harness is tested and compared 

with the output signals of the Product Architecture execution that we have performed for the 

model before creating the test harness. The output signals obtained by executing the harness is 

displayed below. There are different output signals as well as a state flow diagram of the 

product architecture is also displayed below. 

 

 

Figure 6.5: Outputs obtained on executing the Product Architecture 
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Figure 6.6: State flow diagram of the product architecture 

  

The state flow diagram explains which all functional blocks of the product architecture 

are evaluated in each second of time. On checking the state flow diagram, we will be able to 

trace the path of execution. However, we need to keep these values as a reference for executing 

the test harness to check whether there is any error occurred during the creation of harness or 

is there any change in output occurred on executing the harness. The product architecture is 

executed in user mode throughout the procedure. The initial mode is set to user mode, there is 

no preference to set the modes of operation. 
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Figure 6.7: State flow diagram of reset block of the Product Architecture 

  

The above diagram depicts the hard and soft resets happening inside the system when 

the inputs are applied in user mode. Hot, warm and cold resets are fluctuating in accordance 

with the input values applied. With respect to the type of reset occurred the further blocks are 

executed in the product architecture. 

 

 The coverage of the system is analyzed for the test harness in user mode. Hundred 

percentage execution coverage with 53 percentage of Decision and 52 percentage of condition 

coverage for the system is obtained in user mode alone. 
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Figure 6.8: Coverage analysis of the Product Architecture in user mode 

 

6.3. TEST SUITE CREATION AND TEST CASE DEVELOPMENT 

 We have already discussed about the different approaches and the reliability of the 

theoretical approaches to find the best way to verify a system under test in chapter four. Here, 

our system is having 16 inputs and 16 outputs. Thus, the number of inputs is equal to the 

number of outputs, so our next comparison is the equivalent classes of inputs and outputs.  

We have already mentioned about the different modes of operation of the system. There 

are four different modes in which the system will be operated and these modes give different 

set of outputs. Therefore, we are classifying the system based on these modes of operation and 

the concentration is given to the four modes of operation to develop the test cases. 

A test suite is created inside the test manager, recall the procedure of creating a test 

suite and test cases inside the test suite explained in chapter four. Unlike for the functions we 

have evaluated in chapter four, we are using a spreadsheet to feed the inputs into the system. 

The reason to use a spreadsheet is that as there are 16 inputs and 65536 possible combinations 

are available with the inputs, it is not convenient to manually add and edit the inputs inside the 

sequence editor. Therefore, we are not using the test sequence editor for the evaluation. Inside 

the test suite, create four test cases corresponding to each mode. Create a spread sheet with four 

sheets having the name user mode, debug mode, bsl mode and bsl far mode.  
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Now, we have to add values to the inputs in this spread sheet. We have filled the 

spreadsheet for first ten seconds with a time interval of 0.1 seconds. Choose the first test case 

inside the test suite and inside the system under test choose the product architecture model and 

the corresponding test harness.  

Inside the Inputs option choose the “include input data in test result” option. Unlike the 

functions in chapter four, we are not selecting the test sequence block or override with scenario 

options here. The inputs block has a table for adding external inputs where we can add an 

external input file or create a file with signal generator.  

 

 

Figure 6.9: Input block inside the test case 

As we have already created a spreadsheet for the inputs, we are choosing the add option 

to load the file into the test case. After loading the file into the test case select the Map inputs 

option to map the inputs inside the spread sheet to the system. 
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Figure 6.10: Mapping of inputs inside the input block after loading inputs 

from spreadsheet 

 

As we have four different modes of operation, we are creating four different test cases 

each with 102 distinct input combinations for each mode. All the four test cases have been 

created inside the test suite and on executing the test cases we are receiving the following 

outputs and coverage results. Note that using the same set of inputs gives the same outputs 

always. 
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Figure 6.11: Output signals for Product Architecture in user mode. 

 

 

Figure 6.12: Input signals loaded to the system in user mode 
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Figure 6.13: Output signals received on operating the system under 

debug mode 

Now, we have created four test cases with four different modes of operation. If we 

observe the product architecture carefully, we have given the cfs_fail and cfs_test fail inputs 

as constants and they are not fed through the spreadsheet. This is done to achieve the maximum 

coverage for the system on testing the different modes. Our main aim is to achieve maximum 

coverage with minimum test cases. So, we have created two test cases which will feed all 

possible combinations of cfs_fail and cfs_test fail signals. These inputs are fed by creating the 

signals using the signal editor.  

Thus, our test suite comprises of six test cases now. With these test cases we are 

analyzing the three different coverage matrices, namely condition, decision and MCDC. We 

have already found out that the individual operation in each mode gives more than fifty 

percentage of coverage for the system.  

Now we need to generate the report with coverage results. Inside the test manager there 

is an option to generate reports for the test suite. Configure the test suite such that a report is 

generated in PDF format after executing the test suite and is saved in a location in the local 

system as per the preference. Note that we are using this option initially to generate and format 

the report with required contents. The automation of the test suite in the coming section 

explains the generation and sending the report to the test engineer from a remote system.  



71 
 

 

Figure 6.14: Sub-states executed with the test suite 

The above table displays each sub-state block evaluated during the execution with the 

test suite and we can see that each block is executed and every state is executed inside the 

block. There are 400 test evaluations are done in total and the number of times each state is 

executed out of 400 is marked in the table corresponding to each state. 

Figure 6.15: Coverage result of the execution of test suite 

The Figure 6.15 displays the decision, condition and MCDC coverage obtained after 

evaluating the test suite. The coverage report generated by executing the test suite gives a 

detailed explanation of which all blocks are executed, what all conditions and decisions are 

executed and which all conditions are not executed. 
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Figure 6.16: Snapshot of a coverage report of a decision analyzed 

 

At the end of the coverage report generated, we are able to track which all branches are 

executed with full coverage of three coverage matrics and which all branches are executed only 

with hundred percent coverage for decision matrics. The Figure below shows the branches with 

the corresponding coverage results. 

Figure 6.17: Branches of Product Architecture with Coverage Results 

 

The transitions of input signals from each block to the other for the set of inputs. Each 

transition will be evaluated for the Decision, condition and MCDC coverage. From figure 6.17, 

we can understand that there are transitions that has been completed with hundred percentage 

or full coverage for Decision, Condition and MCDC. There are transitions that only has 

hundred percent coverage for Decision parameter. Thus, in the final coverage report shown in 

Figure 6.15 only Decision coverage is hundred percentage. 
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6.4. AUTOMATION OF TEST SUITE FOR CONTINUOUS EVALUATION 

 As mentioned in the first section of this chapter, the Product Architecture can be the 

same for a product line. In all cases, the product architecture may not undergo many changes 

for a product under development. Each regression should be tested and it is mandatory with 

ASPICE standard that we must verify the product architecture. Thus, in continuous evaluation 

it is always convenient to automate the test suite.  

 Infineon uses Jenkins and Bitbucket inside the organization for the automation of the 

verification of the products. Therefore, we are also integrating the MATLAB with Jenkins and 

Bitbucket. Our first step towards the automation is installing the MATLAB in a remote node. 

A remote node is already available which is running inside the department of automotive Body 

P0.1ower for the verification purpose.  

A folder is created inside Jenkins for in the name of Product Architecture verification. 

The MATLAB plugin is installed in Jenkins. A repository is created inside the Bitbucket and 

the MATLAB project created is pushed to the Bitbucket using the git extension software. 

 

Figure 6.18: Files pushed to the Bitbucket using the Git extension 

software 
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Now we know that we are manually running the MATLAB execution and when we are 

pushing the files to Bitbucket and executing using the Jenkins there must be a script that fetches 

all the required files and performs the execution and gives the results back to the Jenkins.  

For this purpose, we are using the unit test framework of MATLAB. A script is written 

in MATLAB with some inbuilt headers of MATLAB unit test framework that fetches the 

specified test suite and executes all the test cases inside the test suite. 

 

Figure 6.19: Snapshot of the MATLAB script developed for the automation 

of the test suite 

  

 

The script explains the system to fetch the test suite to be execute, then which all 

coverage parameters have to be verified, generate a coverage result in addition to the general 

test report created by the test suite.  It also specifies the type of document to be created for the 

report. Here, we have used the PDF format for generating the report as the report will be 

portable.  
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Jenkins is configured in such a way that for every new successful commit in Bitbucket 

it will create a pull request. Now we have to push this script to Bitbucket and whenever a pull 

request is created inside the Bitbucket, the Jenkins will execute this script file. For this to 

happen we have created a Jenkins file written in Groovy language that will select which node 

to be executed when a pull request is generated and who all should be notified at the end of 

execution of the project. The execution and the stages of execution that are happening inside 

the MATLAB console are visible from the Jenkins console. 

 

Figure 6.20: Jenkins Console Output showing a MATLAB execution 

 With this setup, whenever a new commit is made to the bitbucket a pull request will be 

created and Jenkins will run the verification of the product architecture and provide the report. 

There is no manual effort required for this from the test engineer unless there is a change in the 

product architecture. In most of the cases, regressions do not require the change in the product 

architecture or change in model.  

6.5 MATLAB INBUILT APPROACH V/S DESIGNED APPROACH 

 We have designed the test suite with six test cases and we claim that it is the best 

approach. We have also proved that we are able to obtain hundred percent coverage with this 

approach. Now to prove that our approach is the best as compared to the inbuilt approach in 
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MATLAB we are performing the development of test cases with the MATLAB Design verifier 

and evaluating both approaches. 

 MATLAB has an inbuilt feature named Design verifier which will generate all the 

possible test cases for a system after verifying the system. Therefore, we are generating the test 

cases for the system with the Design verifier. The Design verifier of MATLAB for the product 

architecture shows that there are 437 outcomes to be satisfied for the design verifier to generate 

the test cases in which there are outcomes that cannot be satisfied by the design verifier and 

there are outcomes that are unsatisfied due to run time errors. Thus, we were able to obtain the 

following coverage for the same product architecture using the design verifier method. 

 

 

Figure 6.21: Coverage report for each block using the design verifier approach 

 As the Figure 6.21 shows, the design verifier approach was able to generate 65 percent 

coverage for Condition and 60% coverage for the decision matrics for the product architecture. 

Here, the main boot corresponds to the product architecture. Now we are comparing each block 
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of the product architecture coverage obtained using the best approach with the results obtained 

using the design verifier. The graphical representation below explains the results. 

 

 

Figure 6.22: Decision Coverage obtained for the Product Architecture 
Verification using the Designed approach (Best Approach) and the 

MATLAB design verifier 

 On comparing the data, we can conveniently prove that the test suite designed by 

following the results of theoretical evaluation is the best method to approach a system under 

test and where the coverage parameters as well as the time consumption to design the test cases 

are a concern.  

 The Design verifier has taken 60000 seconds to generate and execute the test cases for 

the product architecture. In the mean-time, a test engineer will be able to generate the desired 

results within a time frame of fifteen to twenty minutes using the derived approach. We can 

also compare the condition coverage obtained for the model using both the approaches for the 

sake of understanding. 
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Figure 6.23: Condition Coverage obtained for the Product Architecture 

Verification using the Designed approach (Best Approach) and the 

MATLAB design verifier 

Thus, from both the plots of Condition and Decision coverages obtained for the system 

we are able to achieve best coverage results for the system with minimum number of test cases 

and less time as compared to the inbuilt approach in MATLAB. This comparison is made in 

order to prove the reliability and efficiency of the new approach designed as compared to the 

already available and known approach. 

To develop the test scenarios using the design verifier, to run the system in four 

different modes we need to generate the test suite four times by loading the inputs to the system 

from the spreadsheet independently. Each run will be having 439 outcomes to be satisfied and 

439 test cases to be generated. Thus, with the Design verifier approach there will be 1756 test 

cases to be generated.  

With the developed best approach, we will be having one test case in each mode and 

two test cases for the constant inputs to be fluctuated. Thus, with our approach we will be 

satisfying 179 outcomes using 6 test cases. 
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Figure 6.24: Number of test cases generated in each mode of operation 

 

Figure 6.25: Total number of test cases generated using design verifier and proposed 
approach 

 

6.6. EXPECTED RESULTS VS ACHIEVED RESULTS 

 Even though the main aim of the verification plan is to achieve hundred percent 

coverage for the system under test in defined matrices of coverage, we need to verify whether 

we are receiving the correct set of outputs for our verification. As mentioned in the earlier 
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paragraphs, we are executing the system under test without creating a test harness and the initial 

results obtained for the execution are taken as a base line for the comparison.  

 One another commonly used method for verifying the results is that we manually 

predict all the possible expected results and load that values as the base line for the execution. 

These values are then compared with the obtained results and hence the outputs are verified. 

 The results obtained by running the model manually with feeding inputs individually 

to each mode of operation are noted and are set for the comparison. Once we have received the 

outputs from the test suite execution the comparison between both outputs are made for each 

mode of operation. The verification of outputs is done for any changes occurred. 

 

Figure 6.26: Comparison of expected result for endless_loop signal base 

line with the system simulation output 
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Figure 6.27: Comparison of rst_cold signals base line and simulation 

output 

 

 The difference achieved for all the signals during the simulation with the baseline 

signals are zero and the tolerance with the two output signals as one. Thus, with these 

comparison values we can understand that we have received the expected results at the end of 

execution. 
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CHAPTER 7: CONCLUSION AND FUTURE WORK 

The project is based on the product architecture verification of an automotive 

microcontroller developed by Infineon Technologies Italia, conducted at the Infineon site 

Padova. 

The early-stage product architecture verification is an important step to be performed 

at the initial stage of the product development as per the ASPICE standard which follows the 

Model Based Software Engineering. The project focuses on achieving two main goals such as: 

• To find the best technique or method to approach a system under test with 

minimum effort and maximum coverage and, 

• Design a test suite for the product architecture verification of an automotive 

microcontroller using the MATLAB Simulink Test Harness. 

The initial chapters of the project deals with the theoretical evaluation of a system under 

test to derive formulas with which a test engineer can decide whether to go ahead with the 

input-based approach or output-based approach to test a system to receive the maximum 

coverage. Three formulas were derived successfully with which the test engineer is able to 

decide the same. 

The second part of the thesis deals with the development of test suite in MATLAB for 

verifying the product architecture of the automotive microcontroller. A Simulink test harness 

is developed and with six test cases inside the test suite we are able to achieve hundred 

percentage decision coverage for the system.  

We have followed the input-based approach to design the test suite and the number of 

test cases required to test such a complex product architecture is comparatively really small 

when comparing to the MATLAB default approach. The MATLAB’s design verifier enables 

the user to generate test cases for a system under test. On using the design verifier, the design 

verifier took 60000 seconds to generate a test suite with 439 outcomes in which only 60% of 

the decision and 65% of the conditions were satisfiable.  

Through the proposed approach we are able to achieve hundred percentage coverage 

for the decision matrix and 83 percent coverage for the condition matrix for the same product 

architecture with very a smaller number of test cases that is 179 outcomes in six test cases as 

we have explained in chapter six.  
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The future scope of the work conducted will be the environment created for the 

verification will be used in future for the verification of product architecture inside the 

organization. The theoretical equations developed will be used inside the organization to 

understand the workload on verification activities and optimize the procedure. As a future work 

this analysis approach can be applied to other metrics of coverage, for the theoretical evaluation 

of best approaches for other metrics of coverage [37]. 

From the analysis we are able to conclude that the proposed input-based approach based 

on the theoretical evaluation of the system is an efficient and the best-known way to approach 

a system under test especially in the early-stage verification of product architecture.  

The automation of these test cases or the test suite with MATLAB unit test framework 

makes the task effortless for the test engineers during the regression testing as once the model 

is committed to the git repository for every update made an automatic pull request is created 

and the test reports will be available for the test engineer. 
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